Z-Tree..

Zurich
Toolbox For
Readymade
Economic
Experiments

Tutorial

Urs Fischbacher



Table of contents

N o [0 U | Al I - OSSR SRSPS 4
1.1 Stylesused in thisS MANUAL .........c.coiiiiiiiiiie et e e resre e 5
pZ 1 011 o UL 1 o o PRSP 6
2.1 LT T O TP TP 6
2.2 Aguided tour of a public go0dS EXPEMMENT .......ccviiuiiiiie et sr e e sreereeneas 7
2.3 First test Of @ tre@lMeNT..........coouiiiiiiii s 13
3 Definition of TreatMENTS ......ccccvviieie e 17
3.1 Simple experiments WithOUt INtEraCtioN..........ccccvvveiiiieiiri s nrea 17
3.1.1 Data Structure and Simple Programming .........cccveoereieieiiesiienenesesesesieeseesesesee e sseesens 17
3.1.2 COIMIMEINTS ...t bbbkt r bt bt et e bttt b et ent bbbt eb s 20
3.1.3 SimPple COUSE OF ACLION ..o e re st eneas 21
3.14 THE STAQE TrEE .ttt st e e et e be s beebeere e tesbeeaeebeenbenee e e 22
3.15 Data Display und Data INPUL ..........coeiiiiiiiieie e e e st saesrenreas 23
3.1.6 The Variables Prof it and Tot al Prof it ... 24
3.1.7 Example: Calculation exercise (QUESS_SIN.ZLE) ......ccvvereriiineiieie e 25
3.2 Interactive experiments: SYMMELIIC GAMES .....viviieiiree ettt sre e 26
3.2.1 TADIE FUNCLIONS ...ttt ettt e et b et et re e e e 26
3.2.2 Table functions in Other taDIES ..o 27
3.2.3 THE SCOPE OPEIALOL ......eviiveceietieie ettt e et e st e e se e e be e s be e e st e besbesbeebe et besaesbestaateeseenes 27
3.24 Restriction of a Table Function to the Members of One’s Own Group........ccccvevvvevevennns 29
3.25 BasiC Group MatChiNg........ccviiveiiiieie et sresnaeneas 30
3.2.6 SUMMANY SEALISTICS ©o.vvvviivee et r e en e e sreeneerae e s 30
3.2.7 EXample: GUESSING QAIME........cciieiiiieiiestestestee et esteste s e te et et e e s besbeeseesaesbesaesteatesteeseesneseens 31
3.2.8 Example: Rank dependent PAYMENL ........cccocviieiiieii ittt 33
3.3 Asymmetric, SIMUItANEOUS JAMES .......ccceciiiieieiie sttt te et s bt re e e b e stesreene e e nens 34
3.3.1 COoNAItIONAL EXECULION........eivieiiiiiie ettt sttt e et se e e enesnenneneas 34
3.3.2 Calculating Different Values for Different SUDJECES........ccoeviviiviieieie v 36
3.33 The Parameter TADIE........oooiiie e b 36
3.34 IMPOTING PATAMELEIS ... iiveeereteesieete et e ettt sttt e st e st et e s e e se e e e tenbesreereenaeneenre e 38
3.35 L©] oTU [T\ = (o] 1o USSR PRSSSPIN 39
3.3.6 Exercise: General 2X2 game (JamME222) ......cc.cieieieeieeiiesiesesieeieeseeseestesie e ese e tesresresseeses 39
3.3.7 Exercise: Group definition in @ Program ..........ccoceveeiieieienesesieese e e e 41
B (o] 1= -] T Yo | PP 42
34.1 Layout in the small: the IEM .......ocie i e 42
3.4.2 Layout in the large: Screen design and BOXES. .......ccocvvvvviriirieiiese e 44
34.3 PlACING DOXES ....veiecie ettt sttt sttt et e st e e et et e s besreere et e tenbeereereeneas 44

Fischbacher/ z-Tree/ Jun. 3, 02 -1-



3.5

3.6

3.7
3.8

3.9

4
4.1
4.2

344 BaSIC DOX TYPES ...ttt sttt sttt sttt et e be s re e n e r e e b e ebeeteeneenrenren 46

345 BULEON PIACEMENT ... .ottt sttt s re e e be s besaeebeenreneas 49
3.4.6 BaCKGroUNd TaYOUL..........cciiieiceces ettt sr s nae e snenreas 50
3.4.7 Insertion of Variables int0 the TeXt.........ccciiiiiiii e s 50
3.4.8 Text-formatting With RTEF ... s st 52

Lo [N L= LT Lo = U SR 52
3.5.1 SEAUENTIAI MOVES .....oeviciicie et st st e be s be e e e et e be s besteeneenbeneas 53
3.5.2 Simultaneously in dIffErent STAGES......cocviiieii i ere st 54
3.5.3 ENAING 8 SAGE. .. e tiiteetecte ettt sttt se e sttt be e et e besbesbeenee st e s bestesteeneeteeseesteneen 55
354 Example: URIMAatum GaIME ......oovviieie ettt sttt et snesnaeneas 55

CoNtiNUOUS AUCTION MATKELS........ccuiiiicieitiet sttt e 57
3.6.1 (@00 4007 o] £SO 57
3.6.2 A double auction in the contracts table ...........cooeviiiiiii i 59
3.6.3 Preparing the layout for the QUCLION ..........c.cciii i s 60
3.6.4 MaKING aN OFFEE ....cueiii e ettt e sr e st e s ae e reens 60
3.6.5 VIBWING OFFEFS ..ttt sa e bt sra e e e e e e 61
3.6.6 0O SEALEIMENT ...ttt bbb e bttt b et b bt eas 62
3.6.7 ACCEPLING AN OFFEF .o e 63
3.6.8 Checking SUDJECES' BNTIES. .....cciiiiici et st e b re e e e 64
3.6.9 AUCLION Stages iN detail.........cooveieii i e 65
3.6.10  Creation of New Records in the Program.........ccccccceieieiieiisiese e e ese e se e sveennas 65
3L 200 R Yo o [T [0 ] SRR 66

POSEEA OFFEF MAIKELS ......eeieitiie bbb ettt e bbb b nas 66

CIOCK AUCTIONS ...ttt b bbb e ettt b ettt n et e et b et 67
3.8.1 THe DULCH AUCTION ....c.veniiiie ittt bbb 67
3.8.2 LBAVING 8 SLAGE ...vvevveverieetietiesiestesteste st e e e st e st e st e s e ere et esbesbeeteeteesbesbesbeebeebaesseseesteabesteeseeseeseens 68

W0 AV T (oo [ O Lot o £ PR 69
3.9.1 Games depend 0N PreVioUS FESUILS ......c.oiveieircie e st s re e e e 69
3.9.2 Definition Of NEW taDIES ... e 69
3.9.3 Conditional Execution Of StAtEMENTS ..........ccoiiiiiiiiiei e e 71
3.94 LOoOPS: WHIle UNG FEPEAL ......eeeeie ettt st sresne e e snenreas 72
3.95 COMPIEX MOVE STTUCLUIES .....veiviitieieie et te e te ettt te et sbestesra e e e seesteseesrestesnn e e enteneas 73
3.9.6 Treatments of Indefinite LENGIN ..o s 74
3.9.7 Example: Strategy Method (USING @rrays) ....c.cceeeeeeierieieesesesie e eeeeeeesieseesressessaeseesneseens 75
3.9.8 Turn information 0N and OFf ..o 76
3.9.9 Copying data from treatment to treatment with the session table ...........ccccocvveviiiviirciennns 76
QUESTIONNAITES .....ecveecie e et e e et e s e e te e sraeenbeesneeesreenneeas 77

OVBIVIBW . ...ttt ettt b et ekt b e bbbt bRtk bR b b e e e bt e bt et s ekt eb et eb e b en bt b et et 77

MaKING QUESTIONNAITES. ... .cveitiiieciieie st ete st et st te e s et et e s besteeteereesbesbesbesbeese et beseesbestastaeseensesrens 77
4.2.1 o [0 =TT o] o TSSOSO 77

Fischbacher/ z-Tree/ Jun. 3, 02 - 2 -



4.3
4.4

5
51
52
53
5.4
55
5.6
5.7
58
59
5.10
511
5.12
5.13

6

6.1
6.2
6.3
6.4
6.5
6.6

422 QUESTION TOIMS ...ttt ettt sttt et esaeeeteesteebeeebesrbestesereesreens 78
4.2.3 QUESTIONS ...ttt ettt e e st e e b e e ste et e et e et e e aeesbaeebeeeteesbeeneesnsesseesneesteentesareas 78
424 o] T D TES] o] Y 2SRRI 80
4.2.5 RUIBES ..ttt b et b ekt b et b bttt et e 80
4.2.6 BULEONS ... et ebeen e 81
RUNNING 8 QUESTIONNAITE ... .cuviiiiieie et sttt ettt te e re e e e stebenneereesaeneas 81
MakKing INdividual RECEIPLS. .....eouiiiiie ettt s st s r e e st et e s re e reereens 81
CONAUCTING @ SESSION .....vviiiecciiee ittt et e et e e e s e e e nbe e sreeenreesrne s 83
QUICK GUIE. .....cceie ettt ettt e e e e bt e e te e te e et e et e eae s ebeesteenbeesteenbesneestbesreeateesreens 83
Preparation of Treatments and QUESTIONNAITES .........cccvivueiiiiieee sttt 83
Start-up of the EXPEriMENTEr PC .....oiviiiiiee ettt e 84
The CHENES” TADIE ... bbbttt sbe e 84
How a Client Establishes a Connection wWith the SErver ... 85
How t0 fix the name OF & CIIENT ..o 85
DTN T T WS T=ToT] (o o PSPPSRI 85
(00T T [N [T TR BT ToTs) o] PSSP 86
Dealing with a crashed or blocked SUDJECT PC .........cocv i 86
What to do if the experimenter PC Crashes ........cccvcieie it 86
What Happens if SUDJECTS SUTTEI LOSSES?.....cuiiiiiiice ettt sttt st s 87
The Files Generated DY the SEIVET ..o et 88
DAtA ANAIYSIS. ... eitiite ittt e ettt r et E et e na et r e ere e tetenreerearaeneas 89
INSTAHIATION ... 90
A Simple Installation With @ File SEIVEN ... 90
Installation WIthOUL File SEIVET .......c..ciiiiiiieie e e e e 90
Setting Up @ TeSt ENVIFONMENT ........cciiiiiieie ettt et st s re st e nr s 90
Running an Experiment in DIfferent LANUAgES.........c.coviieiiiece ettt 90
RUNNING MOTE than ONE Z-TTEE ....cuee ettt sttt s tesbe st e e e e e stesbesbesneeneesaeneas 91
A SaMPIE INSTAIALION ... e e sttt sp e be e e e e 91

Fischbacher/ z-Tree/ Jun. 3, 02 - 3 -



1 About z-Tree

The z-Tree program was developed at the University of Zurich. It was specially designed to enable the
conducting of economic experiments without much prior experience. It consists, on the one hand, of z-
Tree, the “Zurich Toolbox for Readymade Experiments”, and, on the other hand, of z-Leaf, the program

used by the subjects.

In z-Tree, one can define and conduct experiments. One can program a broad range of experiments with
z-Tree, including public goods games, structured bargaining experiments, posted-offer-markets or double
auctions. The programming of z-Tree requires a certain amount of experience. Thereafter, the effort
required for conducting experiments is minimal: An experimenter with a certain amount of experience

can program a public goods game in less than an hour and a double auction in less than a day.

On performance: In Zurich, z-Tree is used for almost all experiments that are conducted with computers.
26 PCs with 486er Processors and 16 MB RAM are connected on an Ethernet. The program always

works efficiently in this configuration.

The manual of z-Tree consists of two parts, the tutorial and the reference manual. The tutorial can be read
sequentially. It starts in chapter 2 with a guided tour in which you learn the basic elements of z-Tree
programming. This chapter is concluded with a detailed explanation of hot to set up the environment to
test z-Tree on a single computer. In chapter 3 you learn programming experiments. Chapter 4 on
guestionnaire can be omitted for first reading. Chapter 5 on conducting experiments is essential as soon as
you conduct the first experiment. It explains the normal procedure of an experimental session as well as

dealing with emergencies as computer crashes. Chapter 6 explains how z-Tree can be installed in a lab.

Z-Tree is very flexible. Nevertheless, it may occur that you wish to realize something that is not covered

by the program. On the web site on z-Tree at http://www.iew.unizh.ch/ztree, you find trips and tricks. If

you still feel something is missing or if you should find an error in the program, please send an email to

ztree@iew.unizh.ch.

I would like to thank the following users of z-Tree for their patience with the program and for their
suggestions how to improve the program: Vital Anderhub, Armin Falk, Ernst Fehr, Simon Gachter,
Florian Knust, Oliver Kirchkamp, Andreas Laschke, Martin Strobel, Jean Robert Tyran. | would also like
to thank Alan Durell, Armin Falk, Christina Fong, Omar Solanki and Beatrice Zanella for helping me to

present the program in this manual. Omar Solanki translated the original German manual into English.
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1.1  Styles used in this manual

Example:

Normal text is written in Times Roman

In a non-computerized Experiment...

Programs are written in Courier

M= 0;

Entries into fields are written in Courier

0.1

Variable text is written in italics

In the example, "if", "else", and the parentheses have to be
written exactly as shown. “condition" has to be replaced by

the appropriate text.

if( condition ) {
statements

}

el se {
statenments

}

Labels in dialogs are written in Arial

Number of subjects

Menus and Menu commands are written in Arial Bold

Save Client Order

The menu name can precede the menu command with a ">' as
a separator. The ">' character is also used for hierarchical

menus.

File > Save As...

New Box > Help Box...

Stage tree elements are written in Arial Small Caps

ACTIVE SCREEN

A key is entered in square brackets.

[F5]

Modifier keys precede the key in <>.

<alt>-[tab]
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2 Introduction

21 Terms

In a non-computerized experiment there is one or more experimenter and a number of subjects. The
latter communicate with one another through the experimenter. In a computerized experiment this
communication takes place through the computer. The computer operated by the experimenter is called
the experimenter PC. The computers operated by the subjects are called subject PCs. The program the
experimenter works with is called “z-Tree”; it is the server program or in short, the server. The program

the subjects work with is called “z-Leaf”; it is the client program or in short, the client.

client program
parameters
results z-Leaf
Server program e — .
. . . bject
subjects’ input subject PC SUbl
z-Tree
experimenter Experimenter PC _ client program
z-Leaf
subject
subject PC
file
server

Figure: Client/Server architecture of z-Tree.

Be careful not to confuse the server program with the file server. The latter is used to save the programs,
the data and the results of an experiment. A file server is not absolutely necessary for conducting an
experiment. As soon as the clients have established contact with the server, communication between
server and clients takes place directly, not via the file server. However, a file server does facilitate start-

up. Information that is stored on the file server is readable by all. This allows the clients, for example, to
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find out on which computer the server was started. This makes it easily possible to use different

computers as experimenter PCs.

By session we mean the events that occur in the time span between the arrival of the subjects and the
moment they have received payment. A set of corresponding sessions constitutes one experiment. A
treatment is a part of a session that is stored in a file. How treatments are defined is explained in section
3, “Definition of Treatments”. Each session consists of one or more treatments followed by a set of

questionnaires. Questionnaires can also be freely defined. This will be explained in section 4.

In the chapters 2.2 and 2.3, we make a guided tour through the definition of a treatment. The purpose of

these chapters is to get a first impression on how to program with z-Tree.

2.2 A guided tour of a public goods experiment

In this chapter we go through the programming of a simple public goods treatment. We will present the
programming on an intuitive level and go into detail in the next chapter. In this public goods treatment,
the subjects are matched into groups of four subjects. They decide how many out of 20 points they want
to contribute to a public good, called project. The subjects' profit is made up of two parts: The first part
is the amount they keep: 20 minus their contribution. The second part is the income from the public
good: All contributions in a group are summed up, multiplied by 1.6 and distributed among all subjects in

the group.

e-1 1w - Unibed |sealmant 1

Jok
& nigach
A e
ook
P e,

E-'iuhr'l\.w

[ rasda
= [ ‘Wit nen

. ]

T Pt ey 5 B2 vl F oo el (el

Figure : Z-Tree starts with one untitled treatment.
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Let us now start programming this treatment. When we start z-Tree, a window containing an untitled,
empty treatment is also opened as you can see in the figure above. The treatment is represented by a tree
structure called the stage tree: A treatment is constructed as a sequence of stages. Before we start
constructing the stages, we do some preparation. First, we set up some parameters for the treatment. In
the background, we enter the number of subjects, the number of groups, the number of periods and how
points earned are translated into the local currency. We open this dialog either by double clicking the
BACKGROUND element in the stage tree or by first selecting this line and then choosing Info... in the

Treatment menu. The following dialog appears.

General Parameters

Mumber of subjects |24 (] 4 I
Murnber of groups IE
Cancel |
# practice periods IU
# paying periods |1 i

Exch. rate [Fr./ECU] I-U?
Lump zum payment [ECU] I':'
Show up fee [Fr.] I'I 1]

B arkruptoy miles.

Figure: In the dialog of the background, some general parameters can be entered.

We set the number of subjects to 24. Because we want to define groups of 4, we get 6 groups. We have
10 repetitions and therefore we set the number of paying periods (# paying periods) to 10. Finally, we set
the show up fee to 10. This is the amount of money that is given to the subjects just when they show up.
It is given in the local currency unit (SFR in Zurich). In Zurich, in general, we pay a show up fee of 10
Swiss Franks. The exchange rate defines the value of an internal point (experimental currency unit) in

the local currency unit. In out Example 100 points are exchanged into 7 SFR.

The parameters specific to the treatment — as the endowment 20 and the efficiency factor 1.6 — are
defined in a program. To insert a program, select the stage tree element just above the ACTIVE SCREEN in
the stage tree element BAckGRounD. Then choose New Program... from the Treatment menu. The

following dialog appears:
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T, - |
T [T s | =]
B, =

- |

Figure 2.1: Programs are entered in the program dialog.

Enter the following lines into the field Program:

Effici encyFactor = 1.6;
Endownent = 20;

It is a good practice to define all parameters at the beginning of the treatment, i.e. in the BACKGROUND.
This makes the treatment easier to understand and it allows making changes in the parameters at one

single place.

Now, we add the first stage. It is the contribution entry stage where the subjects enter their contribution
decisions. To add it, we select the stage tree element BACKGROUND and choose New Stage... from the
Treatment menu. A dialog opens. In this dialog, we can choose some options. In our treatment, we do
not have to change the default options. We do only change the name of the stage into cont ri buti on
ent ry and click at the OK button. We observe that this stage (as any stage) contains two elements (see
figure below): The AcTive screeN and the WAITING scREeN. The active screen represents the ‘important’
screen. On this screen a subject gets information and enters the decisions. The waiting screen is shown

when the subject has concluded the stage. It is shown until the subject can continue.

EEI Contribution Entry =[=
| m| Active screen

Figure 2.2: A stage with the active screen and the waiting screen as shown in the stage tree.
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Now, we define the AcTive scrReen of the CONTRIBUTION ENTRY stage. A screen consists of boxes:
rectangular parts of the screen. There are many different kind of boxes which all can be created from the
hierarchical menu New box in the Treatment menu. The most common box is the standard box. To
create a box, we select the AcTivE scrReeN element in the CONTRIBUTION ENTRY stage and choose New box
> New Standard box.... In the dialog that appears, all options are already set properly. So, we conclude
the dialog with OK. Into this box we place items. An item is the representation of a variable. First, we
show the endowment variable Endownent . We select the STANDARD box and choose New Item... from
the Treatment menu. We put Your endowrent into the field Label, Endownent into the field
Variable and 1 into the field Layout. The latter means that the value of the variable Endownrent will be

shown as a multiple of 1 (20 and not 20.0) and that the value will be labeled with "Your endowment".

Lshesl oy ket _I | (113 I

i manhla Ir\.-‘l-'\.--rw

Figure 2.3: Item dialog. Items are representations of variables. This dialog show an output item.

The second item consists of the contribution entry. We will call this variable Cont ri buti on. It is an
input variable. That means not that the value of Cont r i but i on will be displayed, but the subject has to
enter a value and this value is assigned to the variable. Its label is Your contribution to the
proj ect. It must be a multiple of 1 (entered in the field Layout) and between O and Endownent

(entered in Minimum and Maximum within the dialog).
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Figure 2.4: This item dialog shows an input variable.

The default options are a good choice.

This stage will be concluded by pressing a button. This button is inserted after the input item of the
variable Cont ri buti on. We choose New Button... from the Treatment menu. In the dialog that
appears, we can enter the name of the button that is displayed to the subjects. In a stage where input has

to be made, the default "OK" is a good choice. The other options in this dialog will be explained later.
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This completes the first stage.
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In our treatment, there is a second stage, the profit display stage: We select the contribution entry stage
and choose New Stage... from the Treatment menu. In the dialog, we name this new stage profi t

di spl ay.

In this PRoOFIT DispLAY stage, we display the income of the subjects. Before we can do this, we have to
calculate it. We insert a program at the beginning of this stage. It is executed when the subjects enter this
stage. To insert the program, we select the PROFIT DisPLAY stage and choose New Program... from the

Treatment menu. In the Program field, we enter

SunC = sun{ sane( Group ), Contribution);
N = count( sanme( Goup ) );
Profit = Endownent - Contribution + EfficiencyFactor * SunC/N;

In the first line we calculate the sum of the contributions in the group of the subject. Group is a
predefined variable. It is 1 for the first group, 2 for the second group, etc. It will be explained in detail in
Chapter 3.2.1. In the second line we count the number of subjects in the group. Of course, in this
treatment, we could also write N=4; . However, the formula above allows us to run this treatment with
different group sizes without changing any line of program. In the last line, we calculate the payoff for the
subject. The predefined variable Prof i t is used for this. This variable is special because at the end of
each period, this variable is summed up. At the end of the session, you can easily generate a file, the so-

called payment file that contains for each subject the sum of the profits made during the whole session.

Now, we define the profit display screen: First, we insert a standard box into the AcTIVE scrReeN of the

PROFIT DISPLAY Stage. Then, we insert three items into this box. We show:

* the own contribution,
¢ the sum of all contributions and

¢ the subject’s income for the period.

We insert the items that show the subject’s own contribution and the sum of all contributions as explained
above. In the item that displays the subject’s income, we enter . 1 into the field Layout because we want
to show the variable Prof i t with one digit precision. The profit display screen also has a button. We
name this button "continue" because the subjects do not have to confirm anything. The button just allows

the subjects to proceed more quickly than the default timeout.

This was it! Now we are done with the treatment. The figure below shows the stage tree of our public

goods treatment. It is now a good time to save the treatment. Choose Save As... from the File menu. A
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normal "save as-dialog" appears. You can give the treatment a good name and store it in the directory you
like.

Efrmrcpfadm =1 £
E rewrarid » 2]
E Feiww areemn
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Figure 2.6: Stage tree of the public goods experiment.

2.3  First test of a treatment

In this section, we show how to test a treatment. Testing allows you to find the mistakes in a treatment.
Most errors can also be found with a reduced number of subjects. It is, therefore, a good strategy to try a
treatment first with a reduced number of subjects because it is much easier. In particular, you only have to
make the input for a reduced number of subjects. In general, it is also sufficient to try out only one period.

We will now test our treatment with two subjects and one period.

To test a treatment, you have two possibilities. You can work in a lab and start one computer per subject
your treatment is programmed for. The easiest way to do this is first to start z-Tree from a directory on a
file server and then to start z-Leaf from the same network directory. On each computer where you start z-

Leaf, the starting screen of z-Leaf appears.
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If you want to test the treatment outside of the lab, you can also run several z-Leaves on a single
computer. You only have to give the different z-Leaves different names. You can achieve this by creating
shortcuts to zleaf.exe (in explorer: Menu File>Create Shortcut). For each shortcut, you open the
properties dialog, click on the shortcut tab and append the text" / nane Your | eaf nane" to the target
field (see Figure 2.7). There must be a space before and after / name and there may be no space after the
slash (/). Your | eaf name can be any name. It must be different for the different shortcuts. You can
then start the z-Leaves by double clicking on the shortcuts. You can switch between different programs

with the <alt>-[tab] key combination.

Shortcut to zLeaf.exe Properties 2 x|

General Shaorkcut |

67 Shortcut to zLeaf . exe

Targek tvpe:  Application

Targek location: ztree

Target: Chztree\zleal . exe fname Firsk

[¥ Runinseparate memaory space [ Run as different user

Skart in I Ciiztres

Sharkcut ke IN:::ne

Run: IN:::rmaI wirdow j

Cormment: I

Find Target... | Change Iu:u:un...l

(a4 I Cancel | apply |

Figure 2.7: Shortcut dialog in windows. This z-Leaf is called ""first".

No matter whether you start z-Leaf on the computer where z-Tree runs or whether you start it on another
computer in the lab, you can check how many z-Leaves are actually connected with the z-Tree you are
currently running. You do the following: In z-Tree, you choose Clients' table in the Run menu. When the
z-Leaves connect with z-Tree, you see the names of the computers appear in the first column in this

window.
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E| Clients® Table -0 x|

2 clients state fime
first
second

Figure 2.8: Clients' Table with two clients connected, a client named "first" and a client named "'second"’.

As soon as enough clients are connected, you can start the treatment. To start the treatment, the treatment
window must be in front and then you can choose Start Treatment from the Run menu. When you have

started the treatment, the following screen appears on the computers where z-Leaf runs:

Fasad
o 1 Fgro e e el

Figure 2.9: Client screen of the public goods treatment.

This is the active screen of the contribution entry stage. It consists of two boxes. The header box at the
top shows the period number as well as the time remaining. Because it is contained in the active screen of
the background, it is shown in the active screen of each stage. In the standard box we see the items and
the button we defined in the stage tree. We can now enter a value between 0 and 20 into the field next to
the text "Your contribution to the project” and click the "OK" button. If we enter an illegal value such as

25, -7 or 2.2, a message informs us that such an entry cannot be made.

In z-Tree, in the "Clients' Table", you can observe that the state the subjects are in. For each stage there
are two states: The active state, indicated with stars, corresponds to the active screen and the wait state,

indicated with a dash, corresponds to the waiting screen. This enables you to check whether there are still
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subjects who have to make their entries. When subjects make entries, you can observe their decisions in

the so-called subjects Table. This table can be opened from the Run menu.

Ef Clients’ Table -0l x|

2 clients state time
first - Contribiation Entry - 17
second =* Contribution Entry 7 17

Figure 2.10: Clients' Table when the subjects “first” has made her entry and the subject” second” has not yet
done it.

After all subjects made their entries, their profits are calculated and displayed.

Checking a treatment means that you check whether everything is calculated as you intended and that the
screens look fine. If you find an error, you have to correct it (or at least try to correct it) and test the
treatment again. How do you correct errors? The easiest way to correct a program is to double click
the stage tree element of the program. Then you can edit, i.e., modify it. You can modify any stage tree
element by double clicking it or by selecting it and then choosing the menu command Treatment>Info...
You can also move a stage tree element by selecting it and dragging it to a new place. If the element
cannot be moved to this new position, the program will beep. You can remove stage tree elements by
selecting them and choosing Edit>Cut. Finally, you can copy and paste an element: You select the
element to copy and choose Copy. Then, you select the place where you want the element to be copied to

and choose Paste.

We are now at the end of the guided tour. You can now exit the z-Leaves with the key combination
<alt>-[F4] and quit z-Tree with the menu command Quit. A dialog with the following warning will
appear: "The session is not finished with the writing of a payment file. Do you nevertheless want to quit?"
You do not have to worry about this message. This message is only relevant when you conduct a session

with real subjects. This will be explained in Chapter 3.9.5.

In the next chapter, we will explain in detail how to program treatments.
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3 Definition of Treatments

As explained in the introduction, a treatment is a part of a session that is stored in a file. In the previous
chapter we gave a guided tour through the process of constructing a simple treatment. In this chapter, we
explain in detail how to build treatments. In the following sections, we show how increasingly complex
experiments are implemented in z-Tree. Each section first contains a theoretical introduction followed by

examples that illustrate the concepts presented.

3.1 Simple experiments without interaction

In this chapter, we present the most essential features of z-Tree. We first explain how data is stored in z-
Tree and how data is modified by programs. Then, we show how information is displayed to the subjects
and how subjects' input is processed. Finally, we give a first overview of how the course of action in a

treatment is organized.

3.1.1 Data Structure and Simple Programming

Information on the state of a session is stored in a database. This database consists of tables. The lines
of a table are called records, the columns variables. Each variable has a name that identifies it. The
individual entries in the table are called cells. In z-Tree, the cells can only contain numbers, not text. In
Figure 3.1, you see a screen shot of two tables, the gl obal s table and the subj ect s table, as they
appear in an empty treatment." The first row shows the names of the variables. In this example, the

gl obal s table contains one record (as always) and the subj ect s table contains 3 records.

Bl globiels 1able Ol x| [ - O] x]
PeErod MU PeriodsiRepealTre st nt Féfiod Suibjett | Sroup Frofil  [TotalPoost Pacipata
1 L 1] i 1 1 I} 1] 1
1 2 1 0 0 1
i 3 i 0 0 1

Figure 3.1: The gl obal s table and the subj ect s table are the most important tables in the z-Tree
database.

1 When a treatment is running, you can view the tables. You just have to choose the table in the Run menu.
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The name of a variable can be any word. To be precise, a variable can be composed of letters, numbers,
and the underscore character " . The first character of a variable must be a letter. Not allowed are
diacritical marks, blanks and punctuation marks. Capital letters and small letters are distinguished.
Therefore, hal | o, Hal | o and hAl | o are three different variables. You can give long names to
variables. This makes programs easier to understand. If you want to give a variable a name made up of

several words, you can separate the words with underscores or you begin each word with a capital letter.

Examples of allowed names of variables:

A

contri bution23
v_2 13
Buyers_of fer
BuyersO fer

Not allowed as name of variable:

12a starts with a number
v 2 13 contains spaces
v.1.0 contains dots
Buyer’' sO f er contains apostrophe

Some variables are predefined, i.e., they appear in every treatment. Other variables are specific to a
treatment — they are defined in programs. Programs are placed at the beginning of stages or into the
BACKGROUND between the table definitions and the AacTive scrReen. Programs are always defined for a
particular table — in other words, they are always executed in a particular table. This table is declared in
the program dialog as shown in Figure 3.2. In this dialog, the pop-down menu contains all tables

available in the treatment.

T
Table | - | Overemt st Table |, biscts ﬂ Dvaryat s
. 0 Coiti gkt

ELETHTIA
ol el
EEETIN

Prgiam Pcgiam

Figure 3.2: In the program dialog it has to be specified in which table the program will run.
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The easiest table is the gl obal s table because it contains exactly one record. Hence, the variable also
determines the cell. So, we can talk about the value of a gl obal s variable. For the moment, think of a

program in the table.

The most important element in a program is the assignment statement. It does a calculation and assigns

the result of this calculation to a variable. The syntax of the assignment is the following
Name_of vari abl e = expression;

The expression on the right side of the equation is calculated and assigned to the variable on the left side.
Note that each assignment statement is concluded with a semi-colon. If this variable has already a value,
this value is overridden. If the variable does not yet exist, then it is created by this statement. All basic
kinds of calculation are permitted in an expression. As usual, multiplication and division are calculated
before addition and subtraction. In all other cases you calculate from left to right. Thus 2+3*4 makes 14,
not 20, and 10-5-2 makes 3, not 7. A series of functions is furthermore available, such as min, max, exp,
random, and round. (The reference manual includes a complete list of all operators and functions that an
expression can contain.) All variables used in an expression must have been created previously, i.e., they
must be defined in the program above or in the stage tree above. It is a good practice to define variables
at the beginning of a treatment. You can also use comments to explain the purpose each variable (see

section 3.1.2). This makes the program much more easily accessible for other experimenters.

Examples of assignment statements:

p = 20;

Q=291 + q2;

Profit = Endownent - Contribution + EfficiencyFactor * SunC/N;
Cost = exp( Effort / k );

We have seen that the gl obal s table contains exactly one record. Other tables may contain more
records. If a program is executed in such a table, there is always one record for which the program is
executed. This record is called the current record. This allows us to omit the index for the record
number. Consider, for instance, the predefined subj ect s table. This table contains one record per
subject. Programs in the subj ect s table are executed separately for each subject, i.e., separately for
each record. So, whenever a program is running, the table and the record is fixed and therefore, within a
program, the cell is determined by the variable. Let us make this clear with an example. Assume that a
treatment is defined for three subjects. The value of the variable g is 5, 12 and 7. Consider now the

following program:
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M = 20;
x = Mg;

The program is executed for each row of the subj ect s table. First, it is executed for the first row: The

variables Mand x are defined and get their values for the first row:

g g M X
5 -> | 5 20 | 15
12 12
7 7
Now, the program is executed for the second row. Therefore, Mand x get their values for the second row:
g M X g M X
5 20 | 15 5 20 | 15
12 -> 112 | 20 8
7 7
Finally, when the program is executed for the third row, Mand x get their values for the third row:
g M X g M X
5 20 | 15 5 20 | 15
12 | 20 8 12 | 20 8
7 -> 7 20 | 13

In this example, the empty spaces signify undefined values. One should not use them. After a program is
executed for all records of a table (which is generally the case), there will be no undefined cells left. It
important to note that the calculation is conducted record by record — not statement by statement. So, Mis

not known for all subjects when we are calculating x for the two first subjects.

3.1.2 Comments

In order to be able to easily understand a program days and weeks after you have worked on it, you insert
comments. All text between/ * and */ , as well as between / / and the end of the line, is a comment and
of no consequence for the actual running of the program, i.e., when the program runs, this text is simply
omitted. We will use comments in our example to explain the reasons why each statement has a

particular form.

Examples:

a=1; // initialize

b = sum( /*cos(x*x+) */ a);

/1 there is an error in the expression in the second |ine;
/'l therefore we put questionable parts into a comment to
/1 localize the error
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Note: Comments with / * and */ may not be nested: After /*, the first occurrence of */ terminates the

comment. The following program is therefore illegal:

/* discard the following lines by putting theminto a conment
a/* first variable */ =1;

b = 2;

*/

You may also use comments to locate errors. To find an incorrect statement, you can turn doubtful
passages into comments until no error message appears anymore. After you correct your errors, you can

remove the comments.

3.1.3 Simple course of action

A treatment consists of a number of periods. This number is fixed when you run a treatment. In every
period, a number of stages are gone through. Each stage contains two screens that are shown to the
subjects who are in that stage. First, the active screen is shown. In this screen, subjects can make entries
or view information. When the active screen of a stage is shown, we also say that the subject is in the
active state of that stage. When data has been entered or when time has run out, subjects move to the
waiting state of that stage and the second screen that belongs to this stage appears, which is called the
waiting screen. From the waiting state, subjects can enter the next stage. Normally, one progresses on to
the next stage when all subjects have reached the waiting state. At the beginning of each stage,

calculations are carried out. These calculations are defined in programs.

The BAckGROUND element in the stage tree contains the information that it not specific to a particular
stage. In the BackGrounD dialog, you set for instance the number of periods and the number of subjects.
Then, the BACKGROUND contains the list of tables that are used in the treatment. After the tables, the
BACKGROUND may contain programs. They are executed at the beginning of each period. The elements
that are contained in the active screen of the BACKGROUND are inserted into the active screen of each
stage. (See also the in Chapter 3.4 on Layout.) Often, a header that shows the current period and the
remaining time is shown in every stage. By inserting it in the active screen of the BACKGROUND it is not
necessary to include this header in every stage. The elements that are contained in the waiting screen of
the background are inserted into the waiting screen of each stage. Very often the waiting screen contains
only a message such as "Please wait until the experiment continues”. In this case, this message can be

defined in the BAckGROUND and the waiting screen in each stage can be left empty. The following figure
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shows the relationship between the elements in the BAckGrounD and the elements in the stages in an

abstract example with two stages.

Background

active screen waiting screen
w programs
stage
programs active screen waiting screen

stage

active screen waiting screen

programs

Figure 3.3: Each stage starts with some (zero or more) programs. Then subjects are shown the active screen
and the waiting screen. The Backgrounp contains the list of tables, programs that are executed at the
beginning of the period and screen elements that are inserted in every stage.

3.14 The Stage tree

The stages of a treatment are depicted in the shape of a tree diagram, called the stage tree. Figure 2.6
above shows the stage tree of a public goods game. All elements of the treatment are arranged
hierarchically in this figure: Stages contain programs and screens, screens contain boxes, and boxes
contain items. In order to have an overview, you can fade out and fade in the lower hierarchy levels at
will. By double-clicking, you can view and change the parameters of the elements. Besides this, the
elements may be moved and copied. You can insert new elements with menu commands. New elements
are placed either after the selected element on the same level or at the first position within the selected
element. This means for instance, that you have to select the preceding stage to insert a new stage — if you
have selected the WAITING scReEEN element, you will not be able to insert a new stage because a stage

cannot be placed at the same or at a lower level of a screen.

There are two "in" relations in the stage tree. A stage tree element x can contain other elements y, i.e. the

elements y are placed within the element x. On the other hand, the properties of the element x are also
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within x — they can be found by double clicking the element. To make this difference more clear, we will
use the "within" relation only for the elements and not for the properties, i.e. we will say that the elements
y are within x. For the parameters, we do not use the "in" metaphor; we will say at most that a property

of x is (defined) within the dialog of x.

3.1.5 Data Display und Data Input

The screen layout determines what data is displayed and what data input has to be made by the subjects.
Screens consist of boxes — rectangular areas of the screen. There are different types of boxes. In this
chapter, we only present the standard box. Standard boxes are particularly important because you can
put items within them. An item is a stage tree element that allows you to display an entry of a table. The
item dialog contains the label field where you can enter text. Into the variable field you can enter the
name of a variable. If a standard box contains an item, then the value of the variable (in the record of the
subject) will be displayed. This value is labeled with the text in the label field. The layout field is used to
describe how the variable should be displayed. For instance, the number 12 can be displayed as 12 or as
12.00. In the layout field, we write the precision with which we display the variable. For example, it is 1
if we want to display 12 and .01 if we want to display 12.00. In the standard box, items are shown in a
list form: The labels are right aligned and are placed to the left of the values of the variables. By inserting

empty items, i.e., items with no label and no variable, you can create vertical space between items.

If we want subjects to make an entry, we also create an item. To declare that input must be made, we
check the input checkbox. In this case, we call the item an input item. Other items are called output
items. The name entered in the Variable field is again the name of a variable in the subj ect s table. It
is not necessary that this variable be defined above since input items also define variables. When you
check the input checkbox, more fields appear in the item dialog. In the Minimum and Maximum fields, we
declare the lower and upper bounds of the value that the subjects may to enter. In the Layout field, we
enter the precision of the number. If the number entered by a subject is not a multiple of the value
entered in the Layout field, or if the value is not within the declared bounds, an error message appears on
the subject's screen. In Figure 3.4, we show the dialog of an input item. This item defines a field on the
subjects' screens. Into this field the subjects must enter a number. The value of this number must be
between 0 and 12 and it must be a multiple of .1. Therefore, it is possible to enter 4.8 but it is not possible
to enter -2, 15 or 4.55:
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At the end of a standard box, we can place a ButToN element. If so, a button appears in the standard box
on the subjects' screens. If a subject presses the button, it is first checked whether all conditions for the

input items are satisfied. If so, the stage is concluded.

Lokl brar deciion =1 | [ I
Cancal |
L.: |
! il |: SETErY
Lpr =]
.- |
T
s drean |-"
Basmram |-|:

[T Shes vk feabom of variabls of delaul]
[T Ernglp allirsmnd

Deima |

Figure 3.4: Dialog of an input item. The value entered by the subject must be between 0 and 12 aud it must be
a multiple of .1.

3.1.6 The VariablesProf it and Tot al Profi t

In most economic experiments, people are paid based on their decisions in the experiment. In z-Tree, the
bookkeeping of the subjects' earnings are automated. You only have to make sure that, at the end of a
period, the variable Prof i t contains the number of points (a point is the experimental currency unit)
earned in that period. At the beginning of a period, Profit is always set to zero, so if you do not
change the variable, the subjects will earn nothing. During the treatment, the profit is summed up in the
variable Tot al Prof i t. It contains the sum of the values of the Pr of i t variable in all periods in this
treatment — including the current period. Profit and Tot al Profit are variables in the subj ect s

table. You can also display their values. However, you should not change the value of Tot al Profit.

At the end of the treatment the value of Tot al Profit is exchanged into the local currency unit (as
SFR, €, or US$). The default value of the exchange rate is 1. It can be changed in the BACKGROUND
dialog. We will explain in chapter 5 on ‘Conducting a Session’ how the sum of all profits can be

accessed to pay the subjects.
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3.1.7 Example: Calculation exercise (guess_sin.ztt)

Exercise: The subjects have to make a calculation — they have to calculate the sine function for a

randomly determined value. They are paid according to the precision of their calculation.

=R -l ground Elé, profit display =|=
-5 globals =, subjectsdof .}
£ subjects ----- Sir = round[ zin[ X ], .007];
£ summarny ----- Diff = abe [ Sired - ):
50 contracts - Profit = 100 - 100 * Diff;
£ gession [—]{3 Active screen
[—]{3 Active screen =-[=7 Standard
. Header - Walue of » OUT[ %]
|'_—'|D Waitingzocreen - Your value of sin(x): QUT[Y']
E|-- Text - True value of sinfx): QUT[ Siri )
- Pleaze wait until the experiment continues. - Difference: QUT] Diff ]
S input stage == |
El% subjectz.da { .. } -0 *'our Papoff in thiz Period: QUT( Profit ]
o # = round] randarm(] * pil) £ 2, .001); -1 OF,
=-[m] Active screen -] Waitingscreen
=-=3 Standard
[ Walue of = OUT()
EEI What iz the value of zinfx] 7 M)
s 1
-] Waitingscreen

Solution: In the stage tree in the figure you see a solution for this experiment. There are two stages: In the
input stage the estimation has to be made and in the profit display stage the payoff as well as other

information is displayed.

The value X is a number between 0 and Y1t with a precision of .001: The function r andon() returns a
uniformly distributed number between 0 and 1, pi () returns 3.14159... and the r ound functions rounds

the resulting number to a precision of .001. This corresponds to a precision of three digits.

The input variable Y must be between 0 and 1 and we let the subjects enter a precision of at most three

digits. This information has to be entered in the item dialog of the input item Y.

The payoff calculation is straightforward. First, we calculate the sinus function. Because the subjects
can only enter a finite precision, we round the value to the same precision as that of the subjects' entries.
Then, we calculate the absolute difference between the actual value and the guess entered. Finally, we

calculate the profit in this period.
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Si nX round( sin( X ), .001);
Diff =abs ( SinX- Y);
Profit = 100 - 100 * D ff;

In the active screen of the profit display stage, we show this information to the subjects.

3.2 Interactive experiments: Symmetric games

With the knowledge of the previous chapter, you should be able to program a treatment for an individual
decision making problem. In this section, we explain how to program interactive experiments. The
difference between an individual decision making problem and games is the fact that in games the payoff
also depends on the decisions of the other subjects. In the terminology of z-Tree, this means that we need
a feature to access cells in other rows than in the row we are currently calculating in. Table functions

serve exactly that purpose.

In an experiment, we often want more than one group to play. For instance, if we conduct a public goods
experiment, we will invite 24 subjects and we will form 6 groups of 4 subjects. You can do this easily
with z-Tree. There is also great flexibility in how groups can be matched. An introduction is given in

this chapter.

3.2.1 Table Functions

In the public goods example, we need to calculate the sum of all contributions made by all members of a
group. The expressions described so far always refer only to the current record. In this example, we need
to carry out calculations over the whole table. We call such calculations table functions. For instance, if

g is the variable of the contribution, then
S = sum(g);

defines a new variable S as the sum of the contributions of all subjects. The variable g that appears in
this expression now no longer belongs to the same record as S. If i is the number of the current record,

then the expression above mathematically means
S = Zgj
]

Hereby, j loops over all records.
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Of course, the argument of a table function may again be an expression. This expression is then
calculated for every record of the table and these results are added in the case of the sumtable function.

In this way the program

x = sum( cos( a * b) );
corresponds to the mathematical expression

X, = D.cos(a *b,)

i

In every table function you can insert a condition as a first argument. This condition is checked for every
record and the table function only applies to the records that satisfy this condition. Example:

z = average( x>0, y );
Here, we calculate the average of the variable y of the subjects with a positive x variable.
With the f i nd function you get the value of a cell in another record.

v = find( b == 12, c+e );

Here a record is sought for which the variable b has the value 12. For the first record from the top that
satisfies this condition, the value of c+e is calculated and assigned to the variable v (v in the current

record).

3.2.2 Table functions in other tables

Table functions can also be evaluated in other tables. In order to do this you simply put the name of the
table followed by a dot before the table function. For example, if you wish to calculate the average profit

of all subjects and put it into the gl obal s table, you write (in a program for the gl obal s table):

avProfit = subjects.average( Profit );

3.2.3  The Scope Operator

Let us suppose you want to calculate the expression

X, = >, cos(a *b,)
i
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It is the same expression as in section 3.2.1 except for the fact that we wish to use, in every summand of
the sum, the variable a of the record in which the cell x; lies, and not the a of the record of b;. In order to

express this, the variable a must be preceded by a colon. This colon is called the scope operator.
X =sum :a* b);

Let us look at a table with three records in which the variable a has the values 2, 4 and 6 and the variable
b has the values 5, 12 and 7. After the execution of the following program, the table contains the values

as shown in the table below.

c =sum a* b);
sum( :a * b);

=sun( :a * :b);
a c=sum(a*hb); d=sun(: a*b); e=sun(:a*:b);
2 10+48+56=114 10+24+14= 48 10+10+10=30
4 12 10+48+56=114 20+48+28= 96 48+48+48=144
8 7 10+48+56=114 40+96+56=192 56+56+56=168

Another intuition for the scope operator can be given by considering an example in which a table function
is calculated in another table. So let us consider a variable v that appears in the tables A and B. Let us
consider the expression B. sunm( v) in the table A. In this expression, v is the variable v in table B. If we
want access the variable v in table A, we have to use the scope operator. Because, A and B are different
tables, is becomes more clear what the current record is. Outside of the table function, it is the current
record in A, inside of the sumfunction, it is the current record when we calculate the sum. This record is
in B. Nevertheless, also within the calculation of the sum, the current record in A can be accessed — with

the scope operator.

So far, we discussed this table function as if there were only one record in the two tables. However, the
same intuition applies if the tables contain more than one record. When we calculate an expression, we
fix a current record. When we execute a table function, we calculate an expression for every record of
that table. With every step another record becomes the current record. With the scope operator we may
go back to the variables of the “old” current record, the record that lies outside the table function. With

this respect, the scope operator gives us access to a wider scope of cells.

Fischbacher/ z-Tree/ Jun. 3, 02 - 28 -



When a table function is carried out within another table function, this results in an expression of this
table function with three records that are accessible. Let us consider the following expression where all
three tables A, B and C contain a variable v. In the expression of the product, v is the variable in the
current record of table C, the ‘scoped’ variable : v is the variable in table B and only by doubling the
scope operator, : : v, do we reach the cell in the current record of table A. The line underneath the

expression specifies which v is being used at a particular place.

X =v +Bsum( v * :v- Cproduct ( v - :v - ::v))
A B A C B A

In this example the variable v occurs in all tables. However, it may happen that a variable only occurs in
one table. In this case you may omit the scope operator. Let us suppose that the variable a occurs only in

the table A, b only in the table B and c only in C. Then the following expressions are equivalent:

a+Bsum( b* :a- Cproduct( ¢c - :b - ::a))
a+Bsum( b* a- Cproduct( ¢c - b - a) )

Note, however, that not using the scope operator can be dangerous. If at some time a variable a had been
defined in table C, then the product of the second expression no longer goes back to the variable a in
table A but to the a in table C.

3.2.4 Restriction of a Table Function to the Members of One’s Own Group

A common use of the scope operator consists of calculating a table function restricted to the members of
the subject’s own group. The variable G- oup contains an ID for the group, i.e., it is 1 for the first group,
2 for the second, etc. In general, we want to restrict interaction to groups, i.e. we want to restrict a table
function to the members of the own group. Suppose that we want to calculate the sum of the variables g
in the own group. If we know that at most, groups 1, 2, 3 and 4 exist, we can calculate s without the
scope operator:
s =if( Goup == 1, sum(Goup == 1, Q),
if( Goup == 2, sum(Goup == 2, Q),
if( Goup == 3, sun{Goup == 3, g), sun(Goup == 4, g))));

This expression is complex, susceptible to error, and not general. In particular, if the number of groups is

higher than 4, this expression is wrong.
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With the scope operator, this kind of calculation can be simplified. The following expression calculates

the sum of all g in the subject’s own group.
s = sum(Goup == : Goup , Q);

We can read this expression as follows: "(My) s is the sum over the g's of those subjects whose Gr oup is
equal to my G oup." In many contexts it is correct to translate the scope operator into "my" — as we did
it her. However, the correct intuition is that the scope operator refers to the "my" in front of the s. The
scope operator refers to the record that contains the s we are calculating. We need the scope operator
where we want to access cells in the record belonging to the s we are calculating and not cells in the

record belonging to the g in the table function.

As performing table functions on one's own group is something very common, the function same was
specially introduced for such calculations. The expression sane( x) is an abbreviation of x == : x.

The expression above may therefore be written in the following way:
s = sum( same( Goup ) , g );

Thanks to this operation, the scope operator becomes invisible. It is not necessary to understand the
scope operator in detail in order to understand a program intuitively. However, if you want to write your

own programs, a deeper understanding of the scope operator is crucial.

3.25 Basic Group Matching

The menu Treatment contains an item matching where the groups can be set up in partner or stranger
designs. Partner matching is fixed matching. The first players constitute group 1, the next players group
2 and so on. The stranger matching is a random matching, i.e., in every period, the group is determined
by the computer’s random generator. By the commands in this menu, you fix the G- oup variable in the
way you want. So, if you change the number of subjects or the number of groups, you have to reapply the
command! More flexible matchings can be entered in the parameter table that will be explained in

section 3.3.3.

3.2.6 Summary Statistics

The tables mentioned so far are reinitialized after each period (of course after being stored to disk). So,

for the experimenter in the lab, they disappear form the screen. To keep an overview of the course of the
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experiment, you can use the sumar y table. The sunmar y table contains one record per period but the

table is not reinitialized at the end of a period. It is not initialized until the treatment ends.

If you run a program for the summar y table, the program is only executed for the record of the current

period.” Look at this example:
AvProfit = subjects.average( Profit );
If you conduct the above program in the sunmmar y table, then in each period the variable AvProfi t is
calculated and in the summar y table we can view at the average profits made in the treatment.
3.2.7 Example: Guessing game

The experiment: The subjects have to enter a number between 0 and 100. The subject who is closest to
2/3 of the average of all numbers entered wins a prize of 50 points. If there is a tie, the prize is shared

equally among the winners.

The solution is shown in the following stage tree:

- o - iy profit dieplay =|= {30}
£ dabsls = %p.bpct-:.d:{...}
§ subjsclty Groupiyer age = Sreragel] same(Group), Guessl
£ summarny TargetUahe = Groundverage *Factor:
& contracts OFF = sbe) Gusse - Tangstshs
§ 855505 = ﬂ'g,. abjets,and .., b
: ﬂb glahals.dod ... BectOFF = rirormum sameGroun] , DifF);
Wimiaess =0 [5¥Weirwnr = if{ [El¥ == Bastlill, 1, 0);
ManGimsed = 00; =, abjects.do{ ...
N GuUESs = 0,000 ; i E = Sl saie] Group ), 18Winner
Factor = 2{3; Profl = Frize = IsWinred | Nunsfinners;
Prize = 50; = -[08] Actve soreen
[ Ackier soreen E Starchard
] H=adar £ Four Guess: GUT Guess |
- I_:l WakrEairaan £
= Tixt CO Average guesses: OUT] Groupiwerage §
0 Mease wat untll e sxpeiment conbnues, 10 Muimber bo uess (203 sversgal: OUT] Targetsus )
- l guaid =|= 3]} T Wi waois | =it b, Db i i ok COLIT [SAninisr )
3 |I| Bt GOTREN EO Mumber of vanners: GUT Humisinners )
- Standard (|
OO Your guead: [N Goead ) 1 Your imcomis: QUT Profit )
= 0K = continis
|_] Wakragsorssn D Wabngsoresn

2 However, if you apply a table function or the do command, the program runs through all records. If you want to restrict the
program to the current period, you have to add the condition same( Peri od) .
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In the BAckGROUND, we define as usual the constants. In the first stage, the subjects enter their guesses.
In the second stage, we perform the calculations. Let us explain each step of the calculations:
The group average is calculated with the table function aver age.

GroupAver age = average( same(G oup), Guess);

The value to guess, called Tar get Val ue, is just the product of the average and the factor of 2/3.

Tar get Val ue = G oupAver age *Factor;

The relevant difference is the absolute value of the difference between the guess and the value to guess.

Diff = abs( Guess - TargetVal ue );

The smallest difference, called Best Di f f is the minimum of all differences.

BestDiff = minimum( sanme(Goup) , Diff);

It is important that this table function is placed into a new program. Programs are executed row by row.
So, if we would place the calculation of Best Di f f into the same program as the calculation of Di f f ,
we would not calculate Best Di f f correctly because we do not know the value of Di f f for the records
later in the table. In the current implementation, an empty value is set to zero. So, for all subjects except
the last one, Best Di f f would be calculated as zero. If we put the calculation of Best Di f f into a new
program, everything is done correctly. First, the first program is calculated for all records (i.e., for all
subjects). Then, the second program is calculated for all records. At this moment, Di f f is calculated for

all records and we can apply the table function i ni mum

In the next statement, we determine the winner(s). We put 1 into the variable | sSW nner if a subject was

closest and 0 otherwise.
IsWnner = if( Diff == BestDiff, 1, 0);
The i f function takes three arguments. The first argument is a condition: Di ff == BestDi ff. If

this condition is satisfied, the second argument is the result of the i f function (i.e., 1). If the condition is

not satisfied, then the third argument of the i f function is the result of the i f function (i.e., 0).

Next, we calculate the number of winners to deal with the ties. We have to place this statement again into

a new program because in the table function sum we use a value that is calculated in the program above.

NumW nners = sum( sane( Group ), |sWnner );
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Finally, we calculate the profit. It is zero for those subjects who did not win (I sSW nner is zero) and it

isPri ze*1/ NumW nner s for the winners.

Profit = Prize * |sWnner / NumW nners;

3.2.8 Example: Rank dependent payment

The experiment: The subjects have to guess the value of a mathematical function as in example 3.1.7.
However, subjects are paid according to their relative performance. The best player receives one point
less than there are group members. The second player receives one point less than the first and so on
until the last player who receives zero points. Finally, we apply a cost neutral tie rule. So, if for instance
two players have rank 2 then both get a payoff according to their average rank 2.5. In the following table,
we show an example. In the first line, we list an example of the rank. In the second line, we show the
rank that results if we apply a tie rule that assigns the last rank in a group of players with the same rank.

In the last line, we list the profit.

Rank 1 2 2 4 4 4 7 8 9 9
Bad Rank 1 3 3 6 6 6 7 8 10 |10
Payment 9 75 |75 |5 5 5 3 2 5 5
Because only the profit display stage is different from the example 3.1.7, we show and explain only this
stage.
- |5 sl ikl ais mfm
=, wbgectdo ... |

S m soumd] smil = L 0]
Dol o ek | S -0 |
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The second program is new in this treatment. The statements in this program cannot be placed into the
previous program because we calculate table functions that use the variable Di f f (see section above).

Let us explain the program step by step.
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Rank = count( same( Goup ) & Diff <: Dff) +1;

In this line we calculate the rank. The rank corresponds to the number of players who are strictly better
than I am. This is expressed with the condition Di f f <: Di f f. The count table function can be read as
follows: We count the number of players in my group whose difference is smaller than my difference.

We have to add 1 because if no player is better than | am, then | am first.

BadRank = count( same( Goup ) & Diff <= : Dff);
In this statement, we count the number of players who are at least as good as | am. This corresponds to
the rank with the ‘unkind’ tie rule.

N = count ( sanme( G oup) );

This statement just counts the number of players in the group.

Profit = N (Rank + BadRank)/2;

The relevant rank is the average if the two ranks calculated above. The payoff depends on this average

rank as calculated in this formula.

3.3  Asymmetric, simultaneous games

In the previous chapter, all subjects had the same parameters. In this chapter, we explain how to
implement different parameters for different subjects. There are essentially two ways. One way is to
calculate the parameters conditionally with i f functions and statements. The second way is to use the

parameter table.

3.3.1 Conditional execution

In z-Tree, it is possible to execute programs depending on the value of the entries in the database. This is
done by using conditions. Conditions are expressions that do not represent a number but a ‘logical
value’, i.e., either true (TRUE) or false (FALSE). An example of a condition is g>=h. This condition
results in TRUE if and only if the variable g is at least as great as the variable h. Another example, the
condition m==n results in TRUE if and only if the variables mand n are equal. Note that in contrast to the

equals sign in the assignment statement, the equals sign used in conditions consists of two equals signs.
Conditions may not be directly assigned to variables, however they may be used in expressions. With

if( c, x, )
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a conditional calculation can be carried out. Here, x and y are ‘normal’ expressions and c is a
condition. If ¢ evaluates to TRUE, the i f expression returns the value of X, otherwise it returns the value
of y. Because x and y can be any expression, they can also contain i f functions. In this case we say
that these i f functions are nested. (You can of course nest any kind of function.) The following
expression shows a nested i f function that implements a profit function for a two person game in which
both players can choose either 1 or 2. Profit11, Profit12, Profit21 and Profit 22 describe
the payoff matrix for the subject. The variable Profit 21, for instance, contains the payoff for the

subject if the subject chooses 2 and the other subject chooses 1.

Profit = if( Decision == 1,
if( GhersDecision == 1, Profitll, Profitl2 ),
if( OhersDecision == 1, Profit2l, Profit22 ));

If you wish to calculate a condition and keep it for future use, you have to store it in a normal variable,

i.e. ina number. In this case you use the standard O for FALSE and 1 for TRUE.

An alternative to the i f function isthe i f statement. It has the syntax

if( condition ) {
statenentsl

or

if( condition ) {
statenentsl

}

el se {
statenents2

}

If the condition evaluates to TRUE, then all of the statements between the first pair of curly brackets are
executed (statementsl). If it evaluates to FALSE, then in the first case nothing happens and in the second
case, all the statements between the pair of curly brackets after the el se statement are executed
(statements2). An assignment statement using an i f function can be translated into an equivalent if

statement. For instance,

z =if( c, x,9);

is equivalent to
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if (c) {

Z=X;

}

el se {
Z=y,;

}

In this example, the second form is more complicated. However, it is better suited in cases where we use
one condition in several expressions. For instance, this is the case when we have different types of

players with completely different payoff functions.

3.3.2 Calculating Different Values for Different Subjects

There are variables called Peri od and Subj ect that are set by the z-Tree. Peri od contains the
number of the current period where 1 stands for the first paid period. The variable Per i od is defined in
every table.®> The variable Subj ect is defined in the subj ect s table. It contains the number 1 for the

first record, 2 for the second and so on. So, the variable Subj ect allows you to identify each subject.

You can now define variables in subject or period-specific terms by using these variables:

if( Period== 1 & Subject ==1) {

p=11;

}

if( Period== 1 & Subject ==2 ) {
p=12;

}

This method of defining subject specific values can be rather complicated. Therefore, a second method

has been developed, the parameter table.

3.3.3 The Parameter Table

For each treatment, there is, besides the stage tree, a parameter table where subject-specific variables

may be managed quite easily. In this table, periods are given in the rows and subjects in the columns.

® To be precise, the variable Per i od is defied in each table with lifetime period. Lifetime of variables is explained in Section
3.9.2.
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The subjects are named S1, etc. and the periods are numbered. Trial periods are preceded by the term
“Trial’. In the cells of this table, programs can be entered. These programs are executed for the
corresponding periods and subjects. For instance, the program in the cell S2 is executed for subject 2 in
every period. This means that this program is executed in every period for the second row in the
subj ect s table. In this cell, we define the role parameters. The program contained in cell F is also
executed for subject 2. However, it is only executed in period 1, the first paid period. In this cell, we
define the specific parameters. The program in the cell label with 1 (first column) is executed in the
gl obal s table. In it, we define parameters that are the same for all subjects (but differ from period to

period). In this cell, we define the period parameters.

The programs in the parameter table can be viewed and changed with the command “Info...” from the
menu “Treatment” or by double-clicking the field in question. Whole cells can be copied either with

Copy/Paste or by selecting them and then dragging them over from one field to another.

In the cells of the specific parameters, there is a small number in the upper left corner. This is the group
number. This number can be modified in the dialog of the cell or by applying the matching procedures in

the Treatment menu.

For every program, it is checked that no undefined variables are used. Variables are defined in input items
and when they get assigned a value. However, assignments in the parameter table are not considered as
definition. This means that variables that are only defined in the parameter table are not considered as
defined in the stage tree. You have to initialize them in a program in the BAckGrRouND of the stage tree.
This also guarantees that these variables always have a default value — even if they are not defined in
every cell in the parameter table. Values that are assigned in the BACKGROUND can be overridden in the

parameter table, because at the beginning of a period, the database is set up as follows:

1. Setting of standard variables as Per i od, Subj ect and G- oup
2. Running of programs in background

3. Running of subject program (in current period) in the subjects table
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4. Running of role program in subjects table
5. Running of period program in globals table

6. Running of programs of first stage

Example: Let us suppose that there are different types of subjects, e.g., type 1 and type 2. In this case you

first define a default value for the variable in the BACKGROUND; e.g.
Type=0;

(You can use an illegal value here only if you redefine the variable in every cell.) Then, you double-click
in the fields in which you wish to change the value. In this dialog, you first give this cell a name that
represents the type. This makes it easier to manage the parameter table. Then you enter the program in

which the value is changed. For instance:
Type=1,

Remark: It is a good practice in programs to use names instead of numbers whenever this is possible. So,
in the public good game we defined a variable Endowment that kept the value of 20. This makes the
program easier to understand and easier to change. When we have values that distinguish different types,
it is reasonable to define variables for the type options in the globals table. If we have proposers and

responders in an experiment, we could define:

PROPCSERTYPE = 1;
RESPONDERTYPE = 2;

Then, you can define the type as:

Type= PROPCSERTYPE;

3.3.4 Importing parameters

If a parameter is different for all periods and subjects, it becomes impractical to double-click the field in
question and to adapt the program for every cell of the parameter table. Instead you can set up a tab-
separated table with the variable values in an editor and import it from the Treatment menu with the
command Import Variable Table.... This command is available if the parameter table is the active
window. If you choose this command, you first have to enter the name of the variable you want to
import. Assume you name it MyVar . Then, you choose the file where you have entered the values. Then

the file is processed: Wherever there is a nonempty entry in the table, then the following line is added to
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the program of the corresponding specific parameter. If the value in the table equals 45, for instance, the

line added will be:
MyVar = 45;

You are not restricted to use numbers; you can also use variable names in the table. (It is even possible to

import programs.)

3.3.5  Group Matching

The group matching is determined by the variable G- oup. This variable is initialized at beginning of the
period when the other standard variables are initialized. It is then set to the value in the upper left corner
of the cell of the specific parameters. You can modify this value in the dialog or with the menus in the
Treatment>Matching menu. So you can for instance define fixed (partner) or random (stranger)
matchings. Whenever you apply a matching command, this command is applied to the selected area in the
parameter table or — if there is nothing selected — to the whole parameter table. The matching commands
directly modify the number in the upper left corner in the cell of the parameter table. They do not enforce
a logical matching structure. So, if you change the number of subjects or periods in a treatment, you have

to reapply the matching command.

You can also change the Group variable in programs. This allows making endogenous matching or the

definition of matchings that are independent of the number of subjects.

3.3.6  Exercise: General 2x2 game (game222)

In this example, we program a battle of the sexes game. We program the example in such a way that we

can use it for any two player 2x2 game.
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In this experiments, the players may have different roles. However, they differ only with respect to the
parameters. They have different payoff functions. We implement this in the following way. First, we
define in the BAckGrounD defaults for the payoff matrix. The variable Pi BC is Payoff of a player if he
plays B and the other player plays C. For instance, Pi 21 is the payoff the player gets if he plays 2 and

the other player plays 1. The actual parameters for the different subjects are then defined in the

parameter table as shown in the following figures.

Telrshran 51 Furda 1 Tershman 53 Foareda 1
= — S — [ ]
Hmares || e |2
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To calculate the payoff, we need to know the choice of the other player. Because the other player's
variable Choi ce is not in our record, we have to apply a table function. The function fi nd runs
through the table and returns an entry as soon as some condition is met. The other player's record has the

properties that the Gr oup variable has the same value as ours and the Subj ect variable is different.

This is expressed in the command:
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O hersChoice = find( same( Group ) & not( sane( Subject)), Choice );

Finally, the profit is calculated with a nested if function.

Profit =
if ( Choice == 1,
if ( GhersChoice == 1, Pi 11, Pi 12),
if ( GhersChoice == 1, Pi 21, Pi22));

In this payoff function, the parameters in the parameter table are used.

There are many solutions to solve a particular problem. Let us also sketch an alternative solution: We
could define a variable Type for the two types of players. Then we define the two payoff matrices in the
gl obal s table. In the parameter table, we only set the Type variable. Finally, the payoff calculation is

a bit more complex because we have to distinguish between the two types.

3.3.7  Exercise: Group definition in a program

As mentioned in section 3.3.5, the matching can also be programmed. We show here sample programs for
fixed and random matching. We assume that the variable Numl nGr oup is defined and contains the

number of subjects per group. Let N be the number of subjects. It can be calculated as N=count () ; .
The following program implements a partner matching:

Group = rounddown( (Subject — 1) / Num nG oup, 1)+1;

The random matching is a little bit more complicated. We first create a ‘random subject variable’, called
RandonOr der . Each subject receives randomly one of the values 1 to N in this variable. We need the

following programs:

RandomNunber = randon();

RandomNunber contains a value between 0 and 1. If we need not too many random values, we can

assume that they are all different. The next statement, we have to place in a new program!

RandonmOr der = count ( RandonmNunber >=: RandomNunber );

This determines the rank of the random number of the subjects — exactly what we want. We have no ties

because the random numbers are different. Now we can determine the matching as above:
Group = rounddown( (RandontOrder — 1) / Num nGoup, 1)+1;

So, the following programs could be placed in the background:
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=42k globals.do { .. }

b MurmlnGraup =2;

=4, subjects.do{ .. }

e FandorMumber = random(];

[—]'Q\K} subjectz.do i ... }

..... FandomOrder = count| RandomMumber:= RandamMumber ];
. Group = rounddovnl| B andomOrder - 114 HumlnGroup, 11+7;

3.4  Screen layout

So far, you know how input is made with the help of input items in standard boxes and you know how to
display variables. In this chapter an overview of more sophisticated layouts is given. In the real ‘battle
of the sexes’ game, for instance, the players can choose between ‘boxing’ and ‘opera’. In the
implementation above, the subjects had to enter a number for their choice. In this section, we will present
how input can be made with different forms of user interface elements such as text input, radio buttons,
check boxes, and sliders. Furthermore, we show how information can be displayed and arranged on the

screen.

3.4.1 Layout in the small: the item

Items are used for displaying and reading in variables. An item contains the name of the variable and
information on how to display it. We call an item an input item if the checkbox Input is checked. In this
case, subjects must make an entry. We call an item an output item if the checkbox Input is not checked.
In this case, a variable will be displayed. Variables can only contain numbers. However, such a number
can be displayed in different forms. These forms are defined in the Layout field of the item dialog. If a
number, a variable, or an expression is entered here, then the value of that field determines how the
variable is rounded when it is displayed. If, for instance, 0.2 is entered in Layout, and the variable
contains the value 52.31, then 52.4 is displayed because 52.4 is the multiple of .2 nearest to 52.31. The
value of the variable can also contain a code for displaying text, e.g., in the battle of the sexes game 1
could mean boxing and 2 could mean opera. We can display these words by using a text layout. In the

Layout field, we enter the text:

Itext: 1 = "boxing" ; 2 = "opera" ;
The exclamation mark indicates that the field does not contain simply a number (or an expression that
represents a number). The word t ext is the form of output to be displayed. It instructs z-Leaf to display

one of the words "boxing" or "opera" (without the quotations marks) depending on the value of the

variable. If the value is 1, then boxing is displayed; if the value is 2, then opera is displayed. (To be
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precise, if the value is nearer to 1 than to 2, then boxing is displayed; otherwise, opera is displayed.)
There are other options than t ext. The r adi o option allows you to display radio buttons. So, the

following layout

'radio: 1 = "boxing" ; 2 = "opera" ;

displays two radio buttons labeled with boxing and with opera. Depending on the value of the variable,
one of the two radio buttons is selected. These kinds of layout options can also be used for input items.
For an input item with the t ext layout as above, the input has to be entered in textual form. If "boxing"
is entered, the variable gets assigned a value of 1. If "opera" is entered, the variable gets assigned a value
of 2. If anything else is entered, such as "I do not know" or "BoXing", then an error message appears that
says that only certain values are accepted. With the r adi o option, two radio buttons labeled with boxing

and with opera are displayed. Selecting one of them sets the variable to the corresponding value.

The following options are available: text, radio buttons, line of radio buttons, check box, slider, horizontal
scrollbar, and push buttons as shown in the following table. All options except the push button option
can be used for input items and for output items. (The push button option can only be used for input
items because a pushbutton cannot be displayed differently as selected or unselected.) How the different

options are programmed is explained in the Reference Manual.

Examples of item layouts

Layout input variable output variable
i F | ﬁ
lradio: 1 = "86.8"; 24 = "102.8"; ol T F a6

[l [P ™ 1038
I'radi oline: 0="zero";5="five"; 6; M CCR e O SO b
I'slider: 0 ="A"; 100= "B"; 101; " — @ A — E
I'scrol I bar: 0="L";100= "R';101; L s O &R | DE d s =R
I checkbox: 1="check ne"; 7 chackme = T
Itext: 2 = "two"; 3 = "three"; 5 = | | aan

"five"; 7 = "seven"; 11 = "eleven";

lbutton: 1 = "accept”; 0 = "reject”; i
e
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3.4.2 Layout in the large: Screen design and boxes.

In experiments, subjects work for only one to two hours at the computer. They cannot gain much
experience and should be able to understand screens very quickly. For that reason, the screen layout of z-
Tree is rather static. The screens are built of fixed rectangular areas called boxes that can be placed
freely on the screen. Besides the standard box you are already familiar with, there are other boxes, for
instance, a help box for explanations, a header box for information about the current period and

remaining decision time, and a history box in which you can display information about earlier periods.

In this section, we first explain how boxes are placed on the screen. Then, we present some of the
specialized boxes.
3.4.3 Placing boxes

Boxes are positioned one after the other on the screen. By defining size and/or distance to the margin as
shown in the figure below, you can determine where the box appears. Any size can be given in screen

pixels (p) or in percent.

M ame Iar-,_.r. [ IV with Frame

Diiztance to the margin [pd] Adjustment of the remaining box
Width [pdi] I

Height [p/%
eight [p/%] | | | - [ top i

[ baottom
I—

The positioning of boxes is always relative to the so-called ‘remaining box’. At first, the ‘remaining box’

constitutes the whole screen. Later, the ‘remaining box’ is adjusted according to the definitions of the
boxes. For example, if you place a header box on the top of the screen and you want to place the rest of
the boxes below this header box, then you can cut the top away. You just have to check the top checkbox
of the Adjustment of the remaining box field in the box dialog. This means that the top of the remaining

box is now the bottom of the header box.

Width, height and distance to the margin are optional. Depending on which fields have been filled, the
box is placed within the remaining box. The graph below shows all cases for the fields width (W),

distance to left margin (L) and distance to right margin (R).
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The name of the box is used for documentation only. In the With frame field you define whether al line is
drawn around the box. If there is a frame, then this frame is filled, i.e., if you draw a boy with a frame

over another box, then this box will be covered.

In the following figure, we show definition and placement of four boxes. The first box is a header box.
We define a distance from the top margin of zero and a height of 10 percent. The rest of the boxes should
not intersect this box. So we adjust the remaining box and cut the top. The second box is positioned at
the left side of the remaining box with distances of 20 pixels to the margin. We do not modify the
remaining box. Hence, the third box where we define width and height is placed centrally with respect to
the lower part of the screen. In this box we adjust the remaining screen in a way that the bottom part is
cut. The remaining box is now the rectangular area between box 1 and box 3. In the fourth box we
specify no positioning. Therefore it fills this remaining box. It in particular intersects box 2. The dashed
line is shown here only for illustration. In the actual screen, the part of box 2 that is covered by box 4 is

invisible.
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3.4.4 Basic box types

In this section, we present the basic box types: In these boxes you display texts and data from the

subj ect s table.

Standard Box

In a standard box, variables of the subj ect s table may be displayed or entered. The items are
displayed from top to bottom. The window is divided into a label column (left) and a variable column
(right). The variables are always displayed in the variable column. The label always appears in the left
column if the variable is defined or if the variable consists only of an underscore (*_").
empty, the label is regarded as a title and is written centered over the whole window. If the label consists

of more than one line, then it is aligned to the left. If an item is completely empty, it generates a blank

line.
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The following example shows the definition and the resulting layout of a standard box

Tad with ol varables ore disglayed conlerad

L s .

Standad whires wariahe & "
[ Tt wolbvad wanabies: s chplagad canlaad
(] sifares wari b ]
£ showes vassbds 5 OUT] & I6al ifs Laby el co2iumm i willou e asie
[ shaowes yasabbs b T b
E0 fest i labed cobamen wsithodt wanabie: OUT[

- LE RS ] bew for

- ] .

[T e arder & vadus bt g M| ¢ )

o = ]
=3 0K

Grid Box

Like the standard box, the grid box can contain items. Unlike to the standard box, items in a grid box are
displayed in a table. Each item belongs to one cell in the table. If the item contains a variable, this
variable is displayed. Labels are only used for error messages that convey to the subject in which field he
or she has made a mistake. If an item does not contain a variable, then the label of the item is displayed.
In the grid box dialog, you define the number of rows and columns and the order in which the items are
filled in. You can fill the items column by column or row by row. The following example shows the

layout if the items are filled in column by column or row by row.

=B Grid
- label Kital 1t labal | |
- input war: [M[ b
- inEut WAl IN{d} |—I Satoad lshe Cves "
- ghows a: DLIT[EI] Bl ulk | L |
- zecond label
e
=1 0K
column by column row by row
Header Box

In the header box, period number and time are displayed as shown in the following figure. All

information is optional and can be defined in the header box dialog.

|'F'eri|:u:|

1 of 1 Remaining time 5
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Help Box

The help box displays text within a box. The size of the text is not restricted to the size of the box. If the
help text is too long to appear in the area reserved for the help box, then a scrollbar appears. The help

box can be labeled. The following figure shows an example.

el D | i

A i Dl G e i WSl N B S R ETS i B0 O0ared i & Earie i
aiancan b= camised oul

History Box

In a history box, the results from previous periods are listed in a table. A label row contains the labels. If
the table is too long, a scrollbar appears. The current period appears at the end of the table. The scrollbar

is adjusted in such a way as to make this line visible at the beginning.

Period 1} B
Elﬁ Hiztary 3 38 12 =
. L.mm Period: OUT( Period | 4 45 24
BT A OUT(a) : - o
OO B OUT[b] . s n =

Container Box

If you place many boxes onto the screen, you may lose track of things. To avoid confusion, you can use
container boxes to structure the screen elements. A container box has, besides the frame, no visual
representation on the subjects' screens. It only defines areas of the screen within which you can place

boxes.

Container boxes also make it possible to define determinants of your screen layout at fewer places. So, if
you change the layout, you have to change it at relatively few places. In the example below, we would
like to define the width of box 1 and 2 at only one place. With container boxes, this is easy. We define
two container boxes, 12 and 34. We define the width in the container box 12 and cut-off the remaining
box at left. Now container box 34 fills the region on the right. In boxes 1 and 3 we define the heights and
cut the remaining box off at the top. In this way we have not entered a size specification at more than one

place, and even if we should change something, the structural appearance of the screen remains the same.
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=&l Container 12 a

- - Standard 1

- - Standard 2
=&l Container 34

+-[E7 Standard 3 4

#-[Z7 Standard 4

If we move a box from one place to another inside the stage tree, it is moved after the box where the
mouse button is released. By moving a box over the icon of a container box it is moved into the container

box and positioned at its beginning.

Calculator Button Box

Defines a button as shown below by which the Windows NT Calculator can be called up. It serves as a

substitute for subjects who have forgotten their calculators.

3.4.5 Button Placement

To confirm input and to conclude a stage, you use buttons. They can be placed into standard boxes and
into grid boxes. By default they are placed at the bottom right corner. If you prefer another place in the
box, then you can choose another option for Button position in the box dialog. If you have more than one
button, then they are placed in a row at the bottom. If necessary, a second or more rows are created. In
the box dialog, there are two fields where you can modify the button positioning. You can define where
the first button is placed (Buttons/Position) and where the subsequent buttons are positioned
(Buttons/Arrangement). In the following figure, we show how five buttons are placed with three different

option combinations:

Bigdioess Position Al At
*® £ * 1= i e
o o . 'l |I'I'l1 |I'|:|.l1
N r+
[ [secoma| et |
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If you want to leave space in the size of a button without displaying a button, then use an underscore
character () as the name of the button.

3.4.6 Background layout

On every screen, the boxes in the BACKGROUND are automatically placed first. For each screen, you can
determine whether you want to use these background screens. This option (Background screen is being

used) is available in the screen dialog. If this field is checked, then the windows of the background are
placed first.

3.4.7 Insertion of Variables into the Text

Variables can also be inserted in the label and in the layout field of items, as well as in help and message
boxes. Thanks to this you can, for instance, display a formula with the values inserted. Assume that we
want to write “income = 23.5 points” where 23.5 is the value of the variable Profit. So that the
variable does not stand alone on the right hand side, it needs to be integrated into the text. The example

above is entered in the Label field in the following manner:
<>inconme = < Profit 00.1 > points

The string “<>“ at the beginning of the text indicates that there might be variables in the text. The
variable and its layout appear in smaller/greater brackets, separated by a vertical line. In our example, 0.1

is the layout. The value of profit is therefore given to one decimal place.
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The option ! t ext : is also allowed as layout. This works in exactly the same way as with output items.

Example:
<>Your incone is < profit Otext: O0="small"; 80 = "large"; >.

Depending on whether the profit is nearer to 0 or to 80, either “Your income is small” or “Your income is

large” is displayed.

Variables can also be inserted into the strings of the “text” option. There you need not begin the string
with a second “<>*, If you want to define a layout in which, for negative values, text is written but, for

positive values, the number (to two decimal places) is written, you write

<>ltext: -1 = "negative"; 1 = "<Profit(0.01>"

This form has the disadvantage that you also need to write the name of the variable into the layout field.
However, you can omit the name of the variable. In this case the variable of the item is automatically

shown:
<>ltext: -1 = "negative"; 1 = "< [0.01>";

This also works with variables inserted in the text. In the following text, the value of Pr of i t is inserted
at the place of <| 0. 01>;

<>Your profit is < Profit Otext: -1 = "negative"; 1 = "< [0.01>">

If you wish to insert the symbol < in the text, the symbol should be duplicated so that it is not confused

with a variable expression.

Warning: Be careful when you use this option for items that can change their value. The width of an
item is calculated when the screen is first displayed and it is not modified afterwards. So, if the value of a
variable changes from 1 to 20, only 2 might be displayed. To avoid this problem, you can choose a

sufficiently wide first value or place the item into a box with other items that are wider.

Note further that labels are evaluated only once, at the beginning of the stage. Variables in labels are not

updated.
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3.4.8 Text-formatting with RTF

In labels of items, in help boxes, and in message boxes, texts formatted with RTF can also be entered.
The RTF format begins with “{\ rtf ” (with a blank space at the end) and ends with “}”. In between is the
text to which formatting instructions can be added. Formatting instructions begin with “\ ” and end with
a blank space. If a formatting option is supposed to apply only to a certain range, Then you can place this

range in curly brackets.

Examples

normal font size, bold, no longer bold {\rtf \fs18 normal font size, \b bold,
\' b0 no | onger bold }

Text italic no |Onger italic {\rtf \fs18 Text {\i italic} no |onger

new line italic \par new line}

One word in ochre, rest in black {\rtf

{\colortbl;\redO\green\ bl uel;\red255\¢g
reenl00 \blue0;} \fsl8 One word in
\cf2 ochrel\cfO , the rest in black.}

For more complex operations it is best to format the text in a word processor and then export it as RTF.

However, if you make the RTF code by hand, it will be shorter and much easier to read.

The insertion of variables is carried out before the interpretation of RTF. This makes conditional
formatting possible as in the following example: When the variable Bol d is 1, “hallo” should be shown

in boldface but otherwise in plain text:

<> {\rtf <BOLD |!text: 0="";1="\b ";>hall o}

3.5 Sequential games

In a sequential game, not every subject has the same decision structure. In an ultimatum game, for
instance, only the proposers decide what to offer and only the responders accept or reject. Furthermore,
you may want to allow simultaneous entry of these different decisions. If you apply the strategy method,
then proposers and responders should be able to make their entries simultaneously. However, they make

their entries in different screens.
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In z-Tree, every treatment is defined as a linear sequence of stages. However, it is not necessary for all
subjects to go through all stages and it is possible that not all subjects are always in the same stage. How

this is achieved is explained in this section.

3.5.1 Sequential moves

In z-Tree, the variable Parti ci pat e in the subj ect s table determines whether a subject enters a
stage or not. If this variable has a value of 1 then the subject enters that stage, i.e., the corresponding
active screen appears on the subject's screen. Before the programs in a stage are executed, this variable is
set to 1. So, if you do nothing, then all subjects enter that stage. If, however, this variable is zero, then
the subject does not enter the stage. The subject automatically proceeds to the waiting state of that stage.
The waiting screen of this stage, though, is not shown. How can you change the value of
Parti ci pat e? This variable is a normal variable of the subj ect s table and you can set it to zero or

one depending on a condition.

In the ultimatum game example, the proposers move first, making a decision on their offers. After this,
the responders decide whether or not they want to accept the offers or not. Therefore, we define a
PROPOSER DECISION stage and a RESPONDER DEcIsIoN stage. Only the proposers go through the former,
and only the responders go through the latter. To this end, we write the following line in a program of the

subj ect s table in the PRoPOSER DECISION stage:

Participate = if( Type == PROPOSERTYPE, 1, 0);

This line sets the variable Par t i ci pat e. If it is zero, the subject does not go through this stage. He or
she directly reaches the waiting state of that stage, without the display changing. To the subject, it looks

as if he or she were still in a previous stage. For the REsPONDER DECISION Stage, we use the program

Participate = if( Type == RESPONDERTYPE, 1, 0);

It is important to know that all programs at the beginning of a stage are executed for all subjects. Only
when all programs are finished, is the variable Par ti ci pat e checked. The variable Parti ci pate

does not determine program execution. It determines only what screens are shown.

4 This is necessary because you may want to omit more than one stage. In this case the change from one waiting stage to the next
should be invisible to the subjects.
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Tip: Always write the Participate statement in the formi f ( Condi ti onForEntering, 1, 0).If
you do not follow this convention, then you always have to pay attention to the second and third

arguments of the if statement which can easily be overlooked.

3.5.2 Simultaneously in different stages

In this section, we show how to program a simultaneous stage. Consider the example of an ultimatum
game with the strategy method or any game in which different types receive different feedback — for

instance in the profit display.

In each period, the subjects go through all stages, one stage after the other. In each stage, they first arrive
at the active state of the stage. In this state, the subjects see the active screen of this stage. In the clients’
window, the active state of a stage is designated as “*** stage name ***”. The active screen is left by
means of an OK button or a time-out. When this happens, the waiting screen appears and the subject
arrives at the waiting state of that stage which is designated as “- stage name -”. Whether or not the
subjects can begin with the next stage depends on how the options are set in the dialog of the next stage.
The first of these options is the Start option. It determines the precondition for the subjects to enter the
stage. The first two options are the options most often used. Wait for all is the default. If it is the value of
the start option, then the subjects cannot enter the stage until all subjects have finished the previous stage.
If the option is set to Start if possible, then there is no restriction at all. So, as soon as a subject has
finished the previous stage, she can enter the stage. The option Start if... allows you to enter a condition.
This feature is only needed for complex move structures. Most experiments can be programmed with the

first two options.

The start option allows you to define stages that are executed simultaneously. Consider a two stage
sequential game where the strategy method is applied, i.e., the second mover has to make a decision for
every possible choice of the first mover. In this case, the second and the first movers can make their
decisions simultaneously. We define this in z-Tree as follows: We define two stages, one for the first
mover, and one for the second mover. We set the Par t i ci pat e variable in the two stages so that only
the first movers enter the FIRST MOVER stage and only the second movers enter the SECOND MOVER stage.
Finally, we select the individual start option in the second stage. So, the second movers will not
participate in the first stage and because they do not have to wait to enter the second stage, they enter the
second stage (essentially) at the same time as the first movers enter the first stage. The following figure

shows this situation. At the end of the stage name, there is a symbol that shows the start option.
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3.5.3 Ending a stage

For each stage, the time available to the subjects is fixed in the Timeout field. The expression entered is
calculated in the globals table. If different stages should have the same time-out times, define a variable

in the globals table and enter the name of this variable in the time-out field.

After the time set for a stage has run out, the continuation of the game depends on the option set in the
stage. The default behavior depends on whether entries have to be made in this stage or not. If the subject
does not have to make any entries on this screen, then the stage ends when the time set for the stage has
run out, i.e., the subject arrives at the waiting state of the stage and may go on from there. If entries have
to be made, the time displayed is simply a guideline. When the time has run out, a message saying
“Please make your decision now” appears. However, the game does not continue until the entries are
made. If no timeout should occur, you could enter a negative number. The subjects will then have an
unlimited amount of time at their disposal. If the time-out is set to zero, then the subjects will arrive at

the waiting screen straight away.

If you do not want to leave a stage automatically, then you set the option to No in the option Leave stage
after timeout. If you want to leave the stage even if no input has been made, then you enter Yes in this

option.

Warning: If you use the Yes option in Leave stage after timeout, you want to set the value of input

variables to the appropriate default value.

3.5.4 Example: Ultimatum Game

Player 1 (the proposer) can propose a division of a pie of 100. Let the proposal be (sharel, share2).
Player 2 (the responder) can accept or reject this division. If player 2 should accept this proposal, then

both players receive their shares. If player 2 rejects, then both receive nothing.
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As shown in the following figure, we define four stages for this treatment: The decision of the proposers,

the decision of the responders, the profit display of the proposers and the profit display of the responders.

We now go through the main steps in programming this experiment.
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First, we define the constants PROPCSERTYPE and RESPONDERTYPE. We use these constants as
names for the numbers 1 and 2. Then, we define the variable Type. We set it here to an illegal value and
define the correct value in the parameter table. To make the treatment more flexible, we define the size
of the pie as a variable. We call this variable M The variable | ncOf f er contains the increments that
are allowed when making offers. We allow any integer number and therefore, we set this number to 1. In

the PROPOSER OFFER Stage, we set the Participate variable so that only proposers make offers.

In the Responder accept ance stage, we have to copy the proposer’s offer into the responder's row
of the subj ect s table. We do this by defining a new variable Shar e. It contains both subjects’ shares

as suggested by the proposer. As you can see in the formula, it is M OF f er for the proposer and it is the
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offer of the proposer for the responder. To get the offer of the proposer, we use the following find

expression

find( same( G oup) & Type == PROPOSERTYPE, O fer)

In the RESPONDER ACCEPTANCE Stage, the responder can either accept or reject. We use radio buttons for

input, i.e., in the Layout field of the Accept item, we write:

'radi o: 1="accept"; 0="reject"

In the PRoPOSER PROFIT stage we calculate the profits for both types. The interesting command is in the

program where we copy the Accept variable from the responder row to the proposer row:

Accept = find( same( Group ) & Type == RESPONDERTYPE, Accept);

With this line, we overwrite the value in the Accept variable for both types. Be cautious with
overwriting, you may destroy valuable data. Here, we do not destroy anything. For the responders, we
overwrite the value with the old value, i.e., we do not change it. For the proposers, the value of Accept
had no meaning before. The use of this kind of overwriting makes a program easier to read because it

makes a variable that was available only for certain types available to all types in the group.

We place the calculation of the Parti ci pat e variable into a separate program. We have to use this

program in two places and if we separate it, we can simply copy and paste the whole program.

The profit display is placed into different stages for proposers and responders, as they each have a
different display. In the two stages we set the Parti ci pat e variable in such a way that only the
proposers enter the proposers' profit display and only the responders enter the responders' profit display.
Finally, we change the start option in the responders' profit display stage to “individual start”. If we omit
doing this, the responders only receive the profit display after the proposers have been shown the profit.

This creates an unnecessary wait.

3.6 Continuous Auction Markets

3.6.1 Concepts

In the treatments discussed so far, the basic structure was very simple: In each stage the players enter their
decision, confirm the decision with a button and then wait until the experiment can proceed, i.e., they
wait until they can proceed to a next stage. With this mechanism it is possible to implement any kind of

normal form or extensive form game. However, many economic experiments use market institutions that
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cannot be implemented as games. Consider for instance a double auction. In this market institution,
sellers and buyers can make offers. These offers are shown to all market participants. The buyers can
accept the sellers' offers and the sellers can accept the buyers' offers. This institution differs from the

treatments we have programmed so far in the following ways:

e The subjects do not make a predetermined number of entries. We do not know in advance how

many offers will be made.

* We do not know in advance in what order offers are made, i.e., we do not know who will be the

next who will decide.

¢ Even subjects who do not make an entry are informed about other players' decisions, i.e., all

offers are shown to all subjects.
¢ The auction is automatically terminated after a certain time
To deal with continuous auctions, we use the following concepts in z-Tree:

« Inthe stage tree dialog, there is an option for terminating a stage automatically when the time
has expired. This also changes the default behavior of buttons. Buttons no longer conclude the

stage. So, subjects can make an indefinite number of entries.

e Thecontracts table is a table that contains an indefinite number of rows. In the contr act s

table we store the subjects' entries.

e There are new box types, the contract creation box, the contract list box and the contract grid
box. These boxes allow subjects to make, select, view, and edit offers. By using several boxes, it
is possible to do different things on one screen — in one stage. For example, subjects can make

offers in one box and accept offers in another box.

e By placing programs into buttons, it is possible for subjects to take different actions based on

the same data. For example, the entry of a price can mean sell for this price or buy for this price.

In the following sections, we go through the development of a simple double auction. In this double
auction, sellers can sell a product that has a cost of zero to them and a value of 100 to the buyers. Each
subject can trade at most one item. We first show how the entries of the subjects are stored in the
contracts table. Then, we show how to make the box for making an offer, the box for displaying the offers

and the box for selecting an offer.
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3.6.2 A double auction in the contracts table

In an auction, the records of the cont r act s table contain the offers made by sellers and buyers. If an
offer is accepted the corresponding record is updated. This information is stored in the variables
Sel | er, Buyer, Creat or and Pri ce®: If a seller makes an offer, the variable Sel | er is set to the
Subj ect variable of this subject. (Since this number is unique, we also say that this is the subject ID.)
The variable Buyer is set to —1 which means that this is an open offer. The variable Pri ce is the price
the seller enters as her offer. When a buyer accepts a seller’s offer, the number —1 in the variable Buyer
is replaced by the subject ID of the Buyer . The analogous changes to the contracts table are made if a
Buyer makes an offer and if a Sel | er accepts a buyer’s offer. As you have seen, it is easy to map the

creation and acceptance of offers in the cont r act s table.

If an offer is accepted, it is not sufficient to mark the offer as accepted. Think of a seller who makes
decreasing offers whose lowest offer is eventually accepted. It is clear that the other open offers of this
seller are no longer valid. For instance, it is possible that this seller has no more goods to sell. Therefore,
we have to delete the outdated offers. Obviously, we do not want to actually delete these offers in the
table. We only want to mark them as deleted. We do this by replacing the —1 in the variable Buyer by —
2. So, this offer is no longer open and is deleted. In this way, we keep all the information about what

happened during the auction.

In a double auction, there remains one more problem. If an offer is accepted, we no longer know who
made the offer, because in such an offer both the Buyer and the Sel | er variables are positive. We
solve this problem by using a variable Cr eat or that contains the subject ID of the subject who made the
offer. We could set this variable when the offer is accepted. However, it is more natural to set it when the

offer is made.

The following table summarizes the different situations that occur in a double auction. The value of the

variables allows us to reconstruct what happened during the auction.

Sel l er Buyer Creat or Price
Open offer of seller ID of seller -1 ID of seller Offer
Accepted offer of seller ID of seller | ID of Buyer | ID of seller | Offer=Trading price
Offer of seller that is no longer valid | ID of seller -2 ID of seller Offer

® This is not the only way to program an auction. However, this is very convenient. It is in particular a good practice to always use
the same set of variables. It makes it much easier to understand your treatments.
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Open offer of buyer -1 ID of Buyer | ID of Buyer Offer

Accepted offer of buyer ID of seller | ID of Buyer | 1D of Buyer | Offer=Trading price

Offer of buyer that is no longer valid -2 ID of Buyer | ID of Buyer Offer

3.6.3 Preparing the layout for the auction

Before we start to define the boxes, let us discuss the layout. Because the layout of sellers and buyers are
very similar, we only discuss the layout for the buyer. The buyer can make offers, he can view the offers
of the other buyers and in a third box, he can view the offers of the sellers and accept them. We will

arrange the screen as shown in the following figure:

Buyer offers

Box for making offers

Your offer List with buyers® offers,
higher (better) offers are
positoned downwards

Make offer button

Seller offers

List with sellers’ offers,
lower (better) offers are
positioned upwards

Accept offer button

The box for making the buyers' offers and the box of the buyers' offers are positioned next to each other.

This is is positioned side by side
3.6.4 Making an offer

In this section, we describe how to design a box for making an offer. Offers are made in a contract
creation box. You insert a new contract creation box as any other box from the menu. The dialog of the
contract creation box contains some fields that are specific to this type of box. These options are
explained in detail in the reference manual. For this example, the options are set properly. The only

thing that you have to change is the positioning.
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Similar to the standard box, contract creation boxes can be filled with (input) items and buttons. In our
contract creation box, the offer must be entered, i.e., we place an input item for the variable Price into the
box. To confirm the offer, the subjects have to press a button. This button is also placed into the contract
creation box. Now, when a subject presses this button, a new record in the contracts table is created. The
data in the input items, i.e., the data in the variable Price is stored in this record. How do we fill the other
information into the record? We do not want the subject to have to make an entry for all the information
in this new record. This seller should not have to enter the Sel | er variable, for instance. In general, this
subject even does not know her subject ID. We want data that has no direct meaning to the subjects to be
entered automatically. The solution to the problem consists of a program that is placed into the button.
Such a program is executed when the button is pressed. It is easy to write the program that sets the

Buyer variable to -1:

Buyer = -1,

But how do we set the Seller variable? How can we access the ID of the subject who pressed the button?
The solution uses the scope operator. The program in the button is executed in a ‘scope environment’.
When a program runs in the subjects table, we can access the globals table with the scope operator.
Similarly, if we run a program in the button of a contract creation box, we can access the record of the
subject who pressed the button with the scope operator. (A double scope operator reaches then the globals
table.) Now it is easy to set the variables Seller and Creator:

Seller = : Subject;
Creator = : Subject;

Note that we have to define the table in which the program should run. We want to run it in the newly

created record of the contracts table. So, in the program dialog, we select the contracts table.’

3.6.5 Viewing offers

The open offers are shown in a contract list box. Such a box shows a part of the contracts table. The items
that are contained in the box define which columns are shown. A condition defines which records are

displayed. Since we want to show all open offers, the condition is

Buyer == -

® Different to a program at the beginning of a stage, a program in a button is not necessarily executed for all records of that
database.
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(Because this is an expression, i.e., something that has a value, it does not end with a semicolon.) The
offers should be sorted according to prices. Because seller should decrease the offers, we display

decreasing prices. Hence the sorting expression is

-Price

The minus sign makes the decreasing order. For increasing order, we do not have to use the plus sign.
because increasing order is the default. By the way, you can also interpret the order created by —Pri ce

as increasing order with —Pri ce.

3.6.6 do Statement

Before we proceed, we have to explain a new concept: the do statement. With the do statement

calculations can be carried out in all records of a table. With
do { statenents }

the program st at enent s is executed for all records in the current table.

As in the table function, it is possible to precede the do-statement with a table name. By doing this,
calculations are carried out in the table in question. As in the table functions, you may also use the scope

operator here.

Example: Assume the following line is executed in the globals table.

subj ects. do {
Money = :1lnitial Money;
: Done = Subj ect;

It sets, in all records of the subjects table, the variable Money to the variable | ni ti al Money in the
globals table. Furthermore, it sets the variable Done in the globals table to the value of the Subj ect
variable in the subjects table. The program runs through the whole subjects table, so finally Done will
contain the value of the Subj ect variable of the last subject. (By the way, this equals the number of

subjects.)
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3.6.7  Accepting an offer

To make it possible to accept an open offer, we only have to add a button to a contact list box. As in the
contract creation box, we have to put a program into the button. This program marks the offer as bought
(and sold). As in the contract creation box, we can access the own record with the scope operator.

Therefore, we need the statement
Buyer = : Subject;
With this line the offer automatically disappears from the list of open offers since now, Buyer is different

from —-1. However, we are not yet trough. First, we have to delete the offers that are no longer valid, i.e.,

the open offers of the Buyer and Seller of this offer. After the statement above, we put

contracts. do{

if ( Buyer == :Buyer & Seller == -1) {
Seller = -2;

}

if (Seller == :Seller & Buyer == -1) {
Buyer = -2;

}

First, with cont r act s. do we proceed through the contracts table. As in a table, the scope operator
allows us to access the own record. In this case, it is the record we have selected. So, the condition
Buyer == :Buyer & Seller == -1 issatisfied for any offer of the Buyer who pressed the button
that is not yet accepted. We mark these offers as deleted by setting Seller to —2. These offers then

disappear from the list of open offers.

In general, we have to put more statements into the program of an accept button: We must update the
stock of goods and money of the players to reflect the purchase. We could for instance assume that the
variables Goods and Money contain the players’ amount of goods and money. In this case, we add the

following statements to the program:

Fischbacher/ z-Tree/ Jun. 3, 02 - 63 -



subj ect s. dof
if ( Subject == :Buyer ) {
Goods = Goods +1;
Money = Money - : Price;

}
if ( Subject == :Seller ) {
Goods = Goods -1;
Money = Money + :Price;
}

This program ensures that the buyer receives one good and the seller receives the money.

3.6.8 Checking subjects’ entries

Often, there are restrictions on the offers that can be made or accepted. It is often not allowed to go into
dept. Furthermore, one often requires offers to be improving, i.e., buyers must make a higher bid than the
highest current bid. Conditions such as this are stage tree elements that can be defined and placed into

buttons.

Consider first the short selling condition. The condition is simply : Goods>=1. This means that the
seller has at least one Good to sell. The text that should appear is “You have no more goods to sell”.
Since there is only a “no” button, the subject cannot disregard the message. When the checker is created,
it can be placed into the contact creation box as well as into the contract list box where an offer is

accepted.

The improvement rule is implemented as

Price > contracts. maxi mum( Seller == -1, Price )

Note that it is necessary to prefix the “do” command with the name of the cont ract s table. In the
contract creation box, a program as well as a condition is executed only in the new record not in the

contracts table as a whole.

Important: You must put a condition into an accept button that guarantees that the offer selected is still
available. It is possible that several subjects accept an offer at (virtually) the same time. However one of
the acceptances will be processed earlier. You must prevent the second acceptance from being
processed. There is a general way to achieve this. Put the condition that the displayed records satisfy

into a checker. In our example this is

Buyer ==-1
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Use the text “Someone else was quicker” as the message.
Where do the messages appear?

In general messages appear in a new window and the subject has to click OK in order to close the
window. This has the advantage that it focuses the subject’s attention but if a client crashes, all the
messages appear again and have to be clicked away. As an alternative, you can insert a message box in
which the messages are displayed. In this case, the subject does not have to click the messages away but

you risk some subjects overlooking such messages.

3.6.9 Auction Stages in detail

We call a stage with an automatic timeout an auction stage. An auction stage forms an auction with all the
following auction stages whose start option is “start if possible”. Such an auction is started and ended
simultaneously for all subjects. Before the stages start, all programs of these stages are executed. This is

necessary in order to determine which subjects will participate in which stages.

Example: Though buyers and sellers in a double auction take part in the same auction, they are shown
different screens. To this end, we define two stages: The first, an auction stage for the sellers, and the
second, an auction continuation stage for the buyers. These two stages are started simultaneously, the
first for the sellers, the second for the buyers. For that we insert the following program lines into the two

stages:

Participate = if( type == SELLER, 1, 0); // into first auction stage

Participate if( type == BUYER, 1, 0);

/1 into second auction stage

Generally, auction stages are concluded when the time has run out. There are two exceptions, however:

- If the variable Auct i onSt op is set to 1 in the globals table, the auction is terminated immediately.

This is useful, for example, when all possible transactions are exhausted.

- If the variable Auct i onNoSt op is set to 1 in the globals table, the auction is not concluded even if the

time is up.
3.6.10 Creation of New Records in the Program

In the contracts table, new records can also be added with the “new” statement. The syntax is

tabl e. newW{ statenments }
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New records can only be entered into the contracts table and into user defined tables. The statements in
curly brackets can contain initializations of the record. The following example is taken from the program
of the subjects table of a certain stage. When a user reaches this stage, a record is added in the contracts
table. In this record, the variables Seller, Buyer and Price are fixed. (The value Buyer is the Subject ID

of the subject for which the program is run.)

contracts. new {

Seller = -1;
Buyer = :Subj ect;
Price = 25;

3.6.11 Adding quality

Assume the subjects have to specify some property, such as quality, of the good traded after the double
auction has ended. If each subject trades only a known number of goods, you can copy the information
into the subj ect s table. The subject can then enter this information in the subj ect s table — for
instance in an ordinary standard box. There is however an easier way of doing this. In a contract grid
box, you can display a part of a contracts table and unlike to the contract list box, input variables can be

added for each record.

So you can create a contract grid box that displays the records of the cont r act s table that correspond
to the trades of a subject. By adding an input item with a variable Qual i ty, the subject can enter a

guality to each of the trades.

3.7 Posted offer markets

In a posted offer market, one market side, say the sellers, makes offers. The other market side — in our
case the buyers — can then, one after the other, select one of the offers. In z-Tree, this sellers’ stage is
easily implemented with a normal (non auction) stage in which the sellers make their offer in a contract

creation box.

The buyers select the contract in a contract list box. Now, to allow buyers to act sequentially, we use the
Number of subjects in stage option in the stage dialog. By setting it to At most one per group in stage,
only one subject per group may enter the stage and therefore, the subjects enter the stage one after the
other. If nothing is specified, the order in which they enter is random. If the variable Pri ority is set,

the subjects with lowest value (best rank), enter first.
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If a subject has to go through several stages before the next subject may enter the sequence of stages, the

second and all following stages must have the “...and in previous stage(s)” option set.

3.8 Clock Auctions

3.8.1 The Dutch Auction

In a Dutch auction, when a good is sold, there is a clock showing a price. This price decreases with time.

As soon as one person decides to accept, she get the product at the current price.

To implement this institution in z-Tree, we need a flexible clock. We must be able to define the steps of
the price decrease as well as the time interval between price decreases. This can be done with al at er
statement. If you start with a price of 1000 and every 3 seconds you want do decrease the price by 10,
you write the following program (for instance into the globals table):

Price = 1000;

later ( 3 ) repeat {
Price = Price - 10;

The later statement has the following general form:

| ater( expression ) repeat { statenents }

1. The expression is evaluated. Lett be the value of the expression.
2. If tis smaller than zero nothing more happens.

3. Iftisatleast 0, then after t seconds, the statements are executed and then we go back to 1.

There is a second form of the later statement for the situation where we want the statements to be

executed at most once. In this case, we write:

| ater( expression ) do { statenents }

Also, in this case the expression is evaluated. If the value t is negative, nothing happens. If the value is
greater than or equal to zero, then after the corresponding amount of seconds pass, the statements in the

curly brackets are executed.
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Application 1: Auction Trial Periods

You plan to conduct an experiment with a double auction. Because the user interface will be rather
difficult, subjects should be able to learn how it works. This is best achieved with some trial periods. A
problem with trial periods is that they allow interaction between the subjects and uncontrolled learning
before the actual experiment starts. To allow for controlled learning, you can simulate the entries of the

other subjects in the trial period auctions. This can be done with a sequence of | at er statements.

Application 2: Double auction with an external shock.

Suppose you want to change the economic environment during a double auction. Let p be the parameter
you want to change from 100 to 50 after a minute. You write the following program:
P=100;

later ( 60 ) do {
P=50;

3.8.2 Leaving a stage

Suppose you conduct a Dutch auction with multiple groups. You would like the group to proceed to the

next stage as soon as the good is sold. You can achieve this as follows:

First, you initialize a variable Accept ed in the subj ect s table to 0. Then, you create the later
command as above. You show the price in a standard box. In this box there is a button and in this button
you put the following program.
if ( sum( sane (G oup), Accepted ) == 0) {
/1 no other player else was quicker
Accepted = 1;
subj ects. do {

if ( same (Goup ) ) {
LeaveSt age =1,

The variable LeaveSt age allows you to force subjects to leave a stage. In the program above, all

subjects in the group of the subject who accepted the price immediately leave the stage.
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3.9 Advanced Concepts

3.9.1 Games depend on previous results

If you want to program an auction market, you may want the subjects to keep their endowments of money
and stock from period to period. In z-Tree, the subjects database is set up freshly in every period, so the
information about earlier periods is not available directly. However, the tables of the previous period can
be accessed with the prefix OLD. So if you want to want to copy a variable St ock from the previous

period, you write

if (Period >1 ) {
Stock = OLDsubjects.find( sane( Subject ) , Stock );

There is no way of accessing data from earlier periods.

3.9.2 Definition of new tables

In z-Tree it is possible to define more tables that the standard subjects, globals, summary , contracts, and

session tables. You can use these for different purposes:

«  Multiple contracts-like tables for different markets.

¢ Random period payment: A table that contains the profits made in each period. This table can cover
more than one treatment.

e Storing a discrete function.

e Using a calculator and an auction simultaneously.

To use a new table, you have to define it at the beginning of the background with the menu item "New

Table..." in the "Treatment” menu. A dialog opens where you can enter the properties of the table.
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Lifetime: If a table's lifetime is "Period", the table is reset whenever the end of a period has been
reached, i.e. all records of non standard tables are deleted. (Of course, after they have been saved.) The
subjects, globals, and contracts tables have a period lifetime. As in the subjects, globals, and contracts

tables, the data that was in a table x in the previous period can be accessed in the table called OLDx.

Tables with lifetime "Treatment" are reset after the end of the treatment. They do not change after the

end of a period.

Tables with lifetime "Session" are never reset. Nevertheless, they are stored at the end of each treatment.
To be able to access variables defined in a treatment that was executed before, you have to declare the

variables in the field "Used Variables".
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Program execution: If subjects do not enter a stage simultaneously, programs in a table can be executed
whenever a subject enters, or only when the first enters the stage, or only when the last subject enters the

stage. You can define the option for your databases. The programs in the globals table are executed for
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the first subject, programs in the summary table for the last subject. Programs in the subjects and in the

session table are executed for each subject who enters the stage.

3.9.3 Conditional Execution of Statements

If you wish to carry out something only under certain conditions, you can utilize the if-statement. It may

be utilized in the following forms:

if ( condition) { true_statenments }
if ( condition) { true_statements } else { false_statenents }

The condition is evaluated first. If it is TRUE, the instructions in the true_statements are carried out. If
the condition is FALSE, nothing is done in the first case, and in the second case the instructions in the

false_statements are carried out.

Example:
if ( type == FIRM) {
Profit = v * e - w
othersProfit = w - c;
}

else { // type == WORKER
Profit = w- c;
othersProfit = v * e - w

You may also carry out conditional calculations by using the i f function. However, carrying out many
calculations in this way requires constant repetition of the condition. This is inefficient and can become

confusing.

Note: The if-statement makes it possible to calculate a variable for some records and not for others. This

can result in undefined cells.

Consider a situation where you have 4 types of players and for the different types you have different

profit functions. You can program this with a nested if statement as follows:
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if (type == 1) {
[l first calculation

}
el se {
if ( type ==2) {
/1 second cal cul ation
}
el se {
if ( type ==3) {
/1 third calculation
}
el se {
/1 fourth cal cul ation
}
}
}

It is not easy to keep track of all the necessary closing brackets. With elsif, there is an easier way to

express the above program (there is no e in elsif):

if (type == 1) {

[l first calculation
}
elsif ( type == 2 ) {

/1l second cal cul ati on
}
elseif ( type == 3 ) {

[/ third cal cul ation

}
el se {

/1l fourth calculation
}

3.9.4 Loops: while und repeat

There are two forms of loops in z-Tree:

while( condition ) { statenents }

The condition is evaluated and as long as the condition returns TRUE, the statements are executed and

the condition is reevaluated.

repeat { statements } while ( condition );
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The statements are executed. Then, the condition is evaluated and as long as the condition returns TRUE,
the statements are executed again and the condition is reevaluated. With the repeat statement, the

statements between the curly brackets are executed at least once.

Be cautious. Loops are frequent sources of program bugs. For example, if the condition in a loop never
returns FALSE, then the loop runs forever. You can leave a loop with <Ctrl>-alt>-[F5]. This, however,

results in undefined results in z-Tree and should only be used when testing a treatment.

Another way to program loops is by using iterators. An iterator creates a new small table that contains
one variable. When a table function or a do-statement is applied to such an iterator, it corresponds to a

loop over the values contained in the table.

An iterator has the syntax:

iterator( varnanme ) /1 runs from1l to nunber of subjects
iterator( varname, n) /1 runs from1l to n
iterator( varnanme, X, YY) /1 runs fromx toy
iterator( varnane, X, y, d) /1 runs fromx toy with steps of d.

This syntax defines a table. This table has a variable var nane and records for which the variable

var nane is filled with, in the last case, for instance, the values x, x+d, ... y.

Example:

/1 two ways of cal cul ating: squareSum = 1+4+9+16+25 = 55
squareSum = iterator( i, 1, 5).sun( i*i );
Il or
squar eSum =0;
iterator(i,5).do {
:squareSum = :squareSum + i*i; // iterator has its own scope!

3.9.5 Complex move structures

It is possible to implement any kind of move structure in z-Tree. For more complex move structures, one
uses the start option Start if... We show how to use this option in a treatment with the following decision
structure: There are three players, 1, 2 and 3. Players 1 and 2 move first. Then, player 3 moves. However,

player 3 gets to know only the move of player 1. So, one would like to allow 3 to decide as soon as player
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A has decided. This would be reasonable, if the decision of player B were much more time consuming

than the decision of player A.

Let Type be the variable that contains the type. Let Deci si onA be the input variable of player A. Let
Deci si onB and Deci si onC be the input variables of player B and C. Assume that the variable must
be positive so that if we initialize the variables with -1, we know who has made her entry. We define 3
stages, stageA, stageB, and stageC. In stageA, we wait for all. In stageB, we start immediately. In stageC,

we start if

count ( Type ==1 & DecisionA >0) == count( Type ==1)

With this condition, the players 3 start when all players 1 have finished. With

count ( same (Group) & Type ==1 & DecisionA >0) == 1

player 3 starts when her players 1 has finished. (Of course, we also have to set the Parti ci pate

variable accordingly.)

3.9.6 Treatments of Indefinite Length

If you want to apply a random stopping rule, the treatment will have no definite length. This can be
implemented in z-Tree with the variable Repeat Tr eat ment . You define a one period treatment. At
the end of the period you decide whether to continue the treatment or to stop. This decision is written
into the variable Repeat Tr eat nent in the gl obal s table. If the variable is not defined, the
treatment is terminated. This is the normal case. If you define the variable Repeat Tr eat ment , it
depends on the value of the variable whether the treatment is terminated or whether it is repeated once
again. If the value is smaller than or equal to zero, the treatment stops. If the value is greater than zero,

the treatment is repeated.

If the treatment is repeated then the period counter is incremented as if there was one treatment. This is
implemented by modifying the number of (trial) periods. So, if you repeat a treatment with three periods,
the first treatment has 3 Periods and no trial periods. In the second run of the treatment, the treatment's

number of periods is changed to 6 and the number of trial periods is changed to -3.
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3.9.7 Example: Strategy Method (using arrays)

Let us consider a treatment in which we wish to use the strategy method for a simple game. There are
two types of players: A and B. The A players select a number a between 1 and 10, the B players select a
number b for every possible a, i.e., they select b1, b2, b3,...b10. Let the profit be the absolute difference

between the two numbers a and b. The formula for the calculation of profits looks something like this:

a =find( type == A a);
Profit = if( a == 1, abs(a-bl),
if( a == 2, abs(a-b2),
if( a==3, abs(a-b3), ... )));

This is very long-winded.

In such cases, it is wisest to define an array, i.e., an indexed variable. In an index set, every finite,
equidistant subset of numbers is allowed. The index set needs to be defined by an array instruction before

the first use of the array. The array instruction can have the following forms:

array arrayvar[ ] ; /I defines an array with indices from 1 to number of subjects
array arrayvar[ n ]; /I defines an array with indices from 1 to n

array arrayvar[ X, y ] ; /I defines an array with indices from x to y

array arrayvar[ X, y, d]; //defines an array with indices from x to y with distance d.

The access to array elements is carried out with arrayvar[indexval ue]. The expression
i ndexval ue is rounded to the nearest possible index and the corresponding value in the array is fetched
or filled.

Example:

array p[ 10, 20, 5]; [// the index set is {10, 15, 20}

p[ 10 ] = 1;
p[ 15 ] =5;
p[ 20 ] = 2
p[ 30 ] = 3 /1 sets p[20] to 3

x = p[10] + p[ 20]; /I xis 4

The example introduced at the beginning of this sub-chapter would now look like this:
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array b[10]; /1l within a background program

/1l b[1], b[2], etc are entered by the subject
a =find ( type == A a);
Profit = abs( a - b[ a]);

3.9.8 Turn information on and off

Boxes can be shown and hidden dynamically. There is an display condition option in the box. A box is
shown if the condition is empty or if it equals TRUE. Whenever data changes, z-Leaf checks whether a

box must be shown or hidden. You can use this feature for instance to control access to information.

3.9.9 Copying data from treatment to treatment with the session table

Consider the following Experiment: First you make a public goods treatment. The income earned in this
public goods treatment can then be used in a second treatment in a market game. Because the session
table survives the end of a treatment, you can solve the above problem elegantly. In the first treatment,
you store the total profit in the variable | ncone in the session table and in the second treatment you can

access this variable again.

How you store data in the session table: In programs in the session table, the corresponding record of the
subjects table can be accessed with the scope operator. Therefore, in your first treatment, you can enter

the following line into a program of the session table:

Income = : Total Profit;

How you retrieve data from the session table: You can access variables in the session table as in any other
table. There is only one problem: Z-Tree always checks that you do not use variables that are not defined
earlier in the treatment. Therefore, you have to declare what variables in the session table you will use in
a treatment. You cannot define a variable with an assignment statement because this would destroy the
value of the variable. Therefore you have to define the variables at the beginning of the treatment — within
the session table definition: All tables are listed at the beginning of the background. To define the
variable you need to use in a treatment, you double click at the session table icon and enter the variables

into the field "Used variables".
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4 Questionnaires

41 Overview

Each session ends with a questionnaire. Generally, name and address are asked first so that the payment
file can be written. This is the file that contains a list of the names and earnings in the experiment. Next,
additional questionnaires are inserted. Then a screen that displays the subject’s earnings is inserted and

finally a good-bye screen appears where subjects get instructions where to get their payment.

A questionnaire consists of a series of question forms. One question form displays the individual
guestions in the same way as the items in the standard box of a treatment. However, the questions do not
appear vertically centered and adjusted to the screen size. Therefore, question forms may be larger than
the screen. If this is the case, a scrollbar appears. The answers in questionnaires are of no consequence.
In particular, no earnings can be made in questionnaires. Furthermore, the answers are only saved as text

and can not be used in programs.

The question forms are worked through one after the other. When all subjects have answered all question
forms they are in the state “ready” and you can start a further treatment or a further questionnaire. It is
generally impractical to start several questionnaires one after the other because this leads to unnecessary

waits. It is better to integrate all forms into one questionnaire.

The last question form remains on the users’ screens until you continue, i.e., until you select a new
treatment or a new questionnaire or until you shutdown the computer. Therefore, the final question form

must not contain a button.

4.2  Making questionnaires

421 Address Form

The address prompt asks for the subject’s address. The fields “name”, “first name” and “button” are
compulsory if the address form should appear. The other fields are optional. If the question texts in the
optional fields are left empty, the question is not sent to the clients. If the fields “name” and “first name”
are left empty, then no form appears. The payment file is written whenever the last subject has completed

the address form.
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When all subjects have completed the address form, the payment file is written. This is a tab-separated
file containing names, computer identification, and earnings in the experiment. This file can be printed
and payment of the subjects can be based on this list. In section 4.3, we describe how to produce

individual receipts.

4.2.2  Question forms

Question forms consist of a list of questions. The layout of the questions is adjusted with rulers. All

question forms except the last must contain a button.

If you have conducted an experiment where subjects played different roles, for instance, there were
proposers and responders, then you may also want to use different questionnaires for motivational
questions. In the new version of z-Tree, you can omit question forms. Hence, if you want to present two
different questionnaires to two different types of subjects, you put the question forms for both types into

one questionnaire document and omit the forms selectively for the type you want.

The procedure to omit question forms is similar to the procedure to omit stages in a treatment: You set the
variable "Participate" to zero if you do not want the subject to fill out that question form. Since there is no
subjects table available when you run a questionnaire, the variable Participate has to be set in the session

table. You can do this in the program that can be entered in the question form dialog.
Important: In the treatment, you have to copy the type variable (the variable that determines whether the

subject is a proposer or a responder) into the session table.

4.2.3 Questions

Questions in questionnaires correspond to items in treatments. In items, display options are defined in the

field layout. Here they can be set with radio buttons. The fields are as follows:

Label: Name of the question as it is shown to the subjects. If no variable is set, the label appears as text

over the whole width of the screen.

Variable: If it is an input variable, this is the name of the question as it should appear in the data file. If

input is not set, it may only be one of the variables described in Section 4.2.4.
Type: Layout of the question.

Text, number: A text field appears into which input is entered. In the case of the number option there is a

check to see if it is really a number that has been entered. Furthermore, the check determines whether the

Fischbacher/ z-Tree/ Jun. 3, 02 - 78 -



number is in the valid range. If the option “Wide” is selected for a text field, the entry field may consist

of several lines. The number of lines can be selected.

Buttons: A button is created for every line in the field Options. Of course, only one question with this

option is permitted per question form.

Radio buttons: A radio button is created for every line in the field options. These buttons are arranged

vertically one on top of the other.

Slider, Scrollbar: The slider and scrollbar make a quasi continuous entry possible. Minimum, maximum,
and resolution need to be entered. In the wide layout, a label can be placed at the margins. These labels
are entered in the field options. The maximum is always the value at the right border, the minimum is the

value at the left border. Maximum may therefore be smaller than minimum.

Radioline: A radio button appears for all possible answers determined by minimum, maximum and
resolution. In the wide layout, a label can be placed at the margins. These labels are entered in the field
Options. The middle button can be separated from the others by entering a number greater than zero for
"distance of central button”. The maximum is always the value at the right most button, the minimum is

the value at the left most button. Maximum may therefore be smaller than minimum.

Radiolinelabel: Label line for radio button lines. Labels can be placed above the buttons at the margins.

The texts for this action are in the options field.

Checkbox: A checkbox is created for every line in the options field. These checkboxes are arranged

vertically one on top of the other. The resulting value is a list of all options checked.

Wide: In the wide layout, the entry region for the question appears under the label over the whole width

and does not only appear to the right of the label in a second column.

Input: This field determines whether a question is presented to the subjects (input is set) or whether a

variable is only shown (input is not set).
Empty allowed: This is set when the question does not need to be answered.

Minimum, maximum, resolution: When numbers have to be entered, these values are used for
checking. With sliders, scrollbars and radio lines these values are used for converting the position into a

number.

Num. rows: In the wide layout for text entries, this is the number of rows that can be entered.
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Options: The labels of buttons, radio buttons and, in the wide layout, of sliders, scrollbars and radio

lines.

Example of normal layout (not wide): Example of wide layout:

L
I
I
I
r

=

-
.

4.2.4  Profit Display

If you wish to display the earnings made in the session to the subject, you use a question form where you

can also show variables from the session table. These include;

FinalProfit
MoneyAdded
ShowUpFee
MoneyToPay
MoneyEarned

Sum of all earnings from the treatments

Money injected by the subject. (see bankruptcy procedure)
Amount of show-up fee.

Showupfee + FinalProfit + MoneyAdded.

Showupfee + FinalProfit.

425 Rulers

Rulers are used to set the regions where labels and questions are positioned.
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Distance to left margin: The position can be given in points or in percentage of the screen width.
Distance to right margin: The position can be given in points or in percentage of the screen width.

Distance between label and item: This is the horizontal distance between the label and the question.

Half of this distance is also kept to the left and right margins.

Size of label: This is the maximum width of the label. When the display is given in a percentage, this

refers to the width between left and right margin and not to the width of the whole screen.

4,26 Buttons

Buttons conclude question forms. You cannot define more than one button per form. However, this

button can be positioned anywhere on the form. The label of a button can be selected by you.

4.3  Running a Questionnaire

At the end of a session, the experimenter always starts a questionnaire with the command "Start
Questionnaire" which is described below. This questionnaire must include a prompt for the subject’s
address (address form). When all subjects have entered their addresses, z-Tree writes the payment file.
You may also insert a questionnaire at another point in the session. However, as questionnaires do not
contain information regarding the number of subjects, they can be started at the earliest point after the
first treatment (e.g., the welcome treatment). If more than one questionnaire contains an address form,
the address only needs to be entered in the first questionnaire. In subsequent questionnaires only the

payment file is updated.

A questionnaire is started with the command “Start questionnaire”. This command is located at the place
where the command “Start treatment” is located when a treatment window is open. While subjects are
answering the questionnaires the clients remain in the state “questionnaire”. The window “subjects table”

shows which questionnaire is currently being answered.

4.4  Making Individual Receipts

In this section, we describe how to produce individual receipts based on a mail merge document. In the

following, we explain this procedure step by step (for MS Word).

Before the Session starts.
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Make a Mail Merge document. You can use the fields "Subject"”, "Computer"”, "Interested" "Name"
and "Profit" and the variable you added to the payment file.

You can open the word processor and open the mail merge document.

When the payment file is written.

Open the mail merge document (or bring it to the front).

Open Mail Merge (“Seriendruck” in the German version of Word) in the menu Extras.

Select in point 2 of the mail Merge manager the option "Open Data Source™" and select the payment
file. You find it in the directory where you started z-Tree or in the directory you defined with the
privdir option. The easiest way to find it is to view the directory in details mode and sort it according
to "Modified".

Select point 3 to generate the merged document.

Check whether the document is correct and print it.

More information in the payment file

Sometimes you need more output in the payment file. Consider the case where in an individual decision

making experiment each subject is paid for a random period. For this decision, you want to use a physical

random device just when the subjects get their payment. For that you need more information in the

payment file than the cumulative profit. By adding questions to the address screen, you can add any

variable of the session table to the payment file. The questions must only be of type "number" and "input"

must be unselected.
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5 Conducting a Session

5.1 Quick Guide

The running of a session consists of the following steps:

preparation of treatments and questionnaires
start-up of the experimenter PC

start-up of the subject PCs

arrival of subjects

start of the session and the first treatment
observing the course of the session

start further treatments

conclusion of session with a questionnaire

© © N o g s~ DN PRF

payment
10. switching-off of machines

11. data analysis

While conducting an experiment, we mainly work with the menu “Run”. The order of commands in the

run menu corresponds, on the whole, with the course of the session.

5.2  Preparation of Treatments and Questionnaires

Before the session begins, all treatments and questionnaires in z-Tree are defined and saved on the file
server. How you define treatments and questionnaires is explained in sections 3 and 4. Treatments are
different for different numbers of subjects. Hence, in case you are not sure whether all subjects will show
up, you would like to have the possibility of running a session with varying numbers of subjects -
depending on how many show up. In simple cases the number of subjects, which is fixed in every
treatment, can be changed at the beginning of the session, i.e., before the start of the first treatment. In
cases where changing the number of subjects involves more than simply changing this number?, you have

the option of preparing treatments for different numbers of subjects.

2 Within a Stranger design, for example, the group matching has to be redone.
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We recommend that you make a list of the treatments and questionnaires. It should include the names of
all of the treatment files for all possible numbers of subjects. Alternatively, you may list how the

treatment files are to be adjusted for all possible numbers of subjects.

5.3 Start-up of the Experimenter PC

Switch on the experimenter PC, log in® and start "z-Tree". Z-Tree has a window that displays which
clients have started up and established contact. This information is displayed in what is called the clients’

table, which will be described in more detail in next section.

5.4 The Clients’ Table

The clients’ table shows which clients are connected to the server. It also contains information on the
state of the clients, i.e., which screens are currently being displayed to the clients. You may open the

clients’ table with the first command from the Run Menu.

Each line corresponds to a subject. This subject is seated at a PC on which the client is running (column
“Clients”). As long as no treatment is started, the clients can be moved to other lines. They can be sorted
and shuffled with the commands “Sort Clients” and “Shuffle Clients” respectively. As soon as you start a

treatment, the order of the clients is fixed.
The clients’ table has five columns:

Client: Name of the client. In general this is the name of the subject PC. If a client is no longer
connected, its name appears in brackets. If a client with the same name should reconnect, it can continue
at the same place where the previous subject left off. The caption to the clients’ table gives the number of

clients currently connected.

State: The state in which the subject is at the time. Example: “Ready” when the subject is waiting for the

next treatment or for the next questionnaire.

Time: Displays the remaining time as it is shown to the subjects.

% The name under which one logs in depends on the installation. Typically one will set up a user account for all persons who
carry out experiments.
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5.5 How a Client Establishes a Connection with the Server

A session begins when the experimenter starts the server program z-Tree on the experimenter PC. After
this, the client program z-Leaf is started up on the subject PCs. Z-Leaf establishes contact with z-Tree on

the experimenter PC.
How does the client know the server's address?

Z-Leaf can determine the server's TCP/IP address with command line option / ser ver i paddress.

If, for instance, z-Leaf is started with the command
Zleaf /server 100.20.10.233

then z-Tree must run on a PC with the TCP/IP address 100.20.10.233. This method is very useful if you
want to run an experiment without a file server. If z-Tree is located on a file server, however, there is a
more comfortable way: Z-Tree automatically writes it's TCP/IP address into the current directory in the
file “server.eec”. If z-Leaf is started from the same directory (on the same PC or on another) it reads this
file. If z-Leaf does not find this file, it looks for it in the directory “c:\ expecon\ conf” on its computer. If
it is unable to find either, it can take the TCP/IP address of the local machine. It can now seek the server
at this address. If the server is not found here either, the person who starts the client is asked if he or she

would like to try again.

5.6 How to fix the name of a client

If z-Leaf is started up by means of a name on the command line (e.g., z-Leaf /name T1), this will be the
name of the client (e.g., T1). Otherwise the name will first be sought in the file “name.eec” in the local
directory. In this way you can run several clients on one PC. If the file “name.eec” does not exist, the

host name of the PC is used. The host name is entered in the network control panel under TCP/IP.

5.7 During a Session

In the windows “globals table”, “subjects table”, “contracts table” and “summary table” the content of the
appropriate table is displayed. In these tables the sizes of lines and columns can be changed. These

tables are automatically exported to the xls file.
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5.8 Concluding a Session

Each session ends with a questionnaire. Generally, the address is asked first so that the payment file can
be written. Next, additional questionnaires are inserted and finally a good-bye screen appears which also

displays the profit. How questionnaires are made is explained in section 4.

5.9 Dealing with a crashed or blocked subject PC

All data is stored in various files in readable form as soon as it is complete. Besides this, all messages
exchanged between server and clients are stored in a (non-text) file, the GameSafe. With the help of

these files it is generally possible to continue the experiment after a computer crashes.

In the case of a problem on a subject PC, you proceed as follows: If the PC is still working, it can simply
be restarted. It then automatically receives at accelerated speed all messages it had received before.
After this, it is in exactly the same state it would have been in, had the crash not occurred. Of course, this
also means that it can be further than before: If, in the meantime, the time set for a stage has passed, then

the treatment moves ahead by a stage, even if not all the clients are connected.

There are several possible reasons why a subject PC may not resume a treatment. It is possible that the
server is very busy. In this case you simply have to wait a little. However, if the server is in a wrong state

due to a programming error, the server has to be restarted.

If the subject PC is not functioning, you can start a new PC. Discard the old PC from the clients’ table
with the command “Discard Client” from the Run Menu. As soon as the new client appears, it can be
manually assigned to the subject who was working on the old computer. To do so, you select the client

field of the new client in the clients’ table and move it over the field of the old client.

5.10 What to do if the experimenter PC crashes

After a crash of z-Tree, you have to do the following:
O Restart z-Tree.
o Open the clients' table.

0 Restart all clients with the Menu "Run/Restart All Clients". If some clients do not connect, go to
the client and reconnect the client manually. To reconnect a client manually, you quit z-Leaf with
<alt>-[F4] and start z-Leaf again.

If no client connects, then you have four possibilities:
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5.11

0 You can restart all clients manually.

o You can wait a while and try to restart the clients later. (It can take up to 4 minutes.)

0 You can shut down and restart the experimenter PC. (Exiting windows and logging on again
is not sufficient.)

0 You can start z-Tree on another computer.

With the Menu "Run/Restore Client Order" you sort the clients in the same order as they had been

in the crashed session.

With the Menu "Run/Reload database" you restore all tables. Since the tables are stored after

each period you can restore the state when the last period was finished.

Check how may periods have been played. You find this information for instance in the summary

table or in the subjects table.

Open the treatment you were running before. If n periods have been played, set the number of

practice periods to —n (minus n).

With the Menu "Run/Start treatment™ you start the treatment again.

What Happens if Subjects Suffer Losses?

Losses by subjects can be covered by the following sources:

1. Previous profits.

2. Lump-sum payment.

3. Show-up fee.

4. Money injected during the session.

When a subject suffers losses, messages appear on the screen. The text of these messages is determined

in the treatment (in the background).

If the first two sources cannot cover the losses, but the show-up fee can, a message appears on the

subject’s screen. It informs the subject that he or she can now choose either to use the show-up fee or

drop out of the game. If the subject uses the show-up fee, he or she may simply play on.

If, on the other hand, the subject chooses not to use the show-up fee to cover his/her losses, he or she

reaches the state “BancruptShowupNo” and you have to release the subject from the server. If the show-

up fee is used and exhausted, a message appears on the subject’s screen informing him/her that he or she

has incurred a loss. This message can be concluded with a question. If the subject answers this question
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with “yes”, he or she arrives at the state BancruptMoreYes. By answering “no”, he or she arrives at the
state BancruptMoreNo. In this case also, the experimenter has to release the subject from the server. A

dialog appears by double-clicking the “State” field. There are three possibilities:

1. You allow the subject to continue. In this case you need to type a number into the field “Amount
injected” that is higher than the current loss. You either make the subject pay this amount or,
alternatively, consider it to be the credit limit. You take it into account when ascertaining whether
subject’s earnings are negative. However, it is not shown together with the subject’s profit, nor is it
considered in the payment file. This means that you need to add the amounts injected to the amount

indicated in the payment file. In this way, the payment file lists the net amounts paid out to the subjects.

2. Another subject takes on the role of the subject released. In this case, all profits are reset to zero

and the new subject is able to continue the experiment at the PC of the released subject.

3. The subject drops out. You need to be careful about this as it may change group sizes and the

information on the active subjects may therefore no longer be correct.

5.12 The Files Generated by the Server
The following files are created in the course of the experiment. They are distinguished by their suffixes.

pay Payment file. Name of subject and profit.
adr Addresses of the subjects.
shj Questionnaire responses. Without subjects’ names.

xls Contains all tables shown in the course of the session. As the tables are stored chronologically,
you need some preparation to work with them. The first column contains the treatment number, the
second the name of the table and the third column contains the period variable. It is a good idea to sort

the whole file by these three columns. Then the tables can be copied into separate tables.
gsf GameSafe in binary form. It can be exported into a readable file but this file will be gigantic.

The starting time of the session is used as file name. The format is YYMMDDHM. YY means year, MM
month, DD day, H hour and M minutes. In this way the start of the session can easily be reproduced. The

hours correspond to the following table:

Code |A |B [C |D |E |[F |IG|H|I |J |[K|L|MIN[O|P |Q|R|S |T |U|V |W|X

Hour (00 |01 |02 |03 |04 |05 |06 |07 |08 |09 |10 |11 |12 |13 |14 {15|16 (17 |18 |19 |20 |21 |22 |23
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The minutes correspond to the following table

Code [0 |1 ]|2|3|4|5|6|7 |8 A/B|C|D|E|F|G|H]|I

©
o
A
[
<
pd
@)
o
O
Py
(]
—

Hour |00|02{04{06|08/10(12|14|16|18|20|22|24|26|28|30|32|34|36|38|40|42|44|46|48|50|52| 54|56 |58

5.13 Data Analysis

The xlIs file can easily be used for data analysis. However, there are tools in the tools menu that facilitate
this process considerably. These commands allow you to separate the different tables into separate files
and merge similar files into a big file for analysis. The best way to do this is to copy all the data files into
a new directory, then apply Separate Tables... to all files. (You can select all files in one dialog by
holding the ctrl key when clicking.) Then you apply the Merge Files... command. A dialog appears and
in this dialog, you add all files which have a similar structure — for instance all subjects tables. It is not
necessary that all merged tables have the same variables. The merge tool creates a new table that contains

all variables that appear in any of the tables.
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6 Installation

6.1 A Simple Installation with a File Server

The easiest way to install z-Tree is to put z-Tree and z-Leaf in a common directory on a file server. The
server must have both read and write access to the directory while the client should only have read access.
When z-Tree starts, it writes the IP-address of the server PC into the file server.eec in this directory. The

z-Leaves read the address of the server in this file and connect with z-Tree on this machine.

6.2 Installation without File Server

Z-Tree and z-Leaf can run on different computers that do not have access to a common file server. This
option is needed if you want to run experiments over the Internet. As opposed to an installation with a
file server there is no easy method for z-Leaf to know where z-Tree is running. Therefore, z-Leaf must
have the file server.eec (the file contains the IP address of the server) in it's directory or in the directory

c:\ expecon\ conf. Z-Tree’s IP address can also be set with the option /server when the client starts up.

If z-Tree and z-Leaf do not run from a common directory, the function “Restart all clients” does not work.

In case there is a problem, the clients have to be started up manually.

6.3  Setting up a Test Environment

You do not need several computers to test programs. You can start z-Tree and more than one z-Leaf on
one computer. However, you have to give the z-Leaves different names. For this you use the command
line option / nane. For example, you can start z-Leaf twice, once with “z- Leaf /name A’ and once

with “z- Leaf /name B

6.4 Running an Experiment in Different Lanuages

All commands in z-Tree are in English. Most texts for the subjects are defined by the experimenter and
can therefore appear in any language. The error messages in z-Leaf, however cannot be overridden. The
default language in z-Tree is German (the language witten in Zurich). You can change the language in z-
Tree in the menu or with command line options. To change the texts in z-Leaf, you have to use the

command line option. It has the form /language lan. lan can have different values such as "en™ English
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or "de" for German (see all available languages in the reference manual). If you want to change the
language in your environment, you can create a shortcut for z-Tree that initializes the language to your

choice.

6.5 Running more than one z-Tree

If you want to run more than one z-Tree on one computer, the different instances must use some
identification to be distinguished from each other. This distinction is called the channel. The channel is
set with the command line option /channel ch. It determines the channel through which the z-Leaves
establish contact to z-Tree. The actual channel is 700+ch. The z-Leafs and the z-Tree that belong to one

session must use the same channel.

Tip: If you run several, but not too many, z-Trees simultaneously, wait at least 2 minutes until you start

the next z-Tree, so that each instance has another session ID. This will make data analysis easier.

6.6 A Sample Installation

In this section, | describe how z-Tree is installed in the lab at Zurich. We use the command line options

used to tell z-Tree where the files should be stored. These options are:

Ixlsdir Sets the directory where the xls file is stored.

[shjdir Sets the directory where the subjects file is stored.

[datadir Sets the directory where the xIs and the subjectsfile are stored.

fadrdir Sets the directory where the address file is stored.

[paydir Sets the directory where the payment file is stored.

[privdir Sets the directory where the address and the payment file are stored.

[gsfdir Sets the directory where the GameSafe is stored.

/tempdir: Sets the directory where the temporary files @lastclt.txt, @db.txt and @prevdb.txt are
stored.

/datadir Sets the directory where the treatment and questionnaire files are automatically stored
(before they run).

/leafdir Sets the directory where the file server.eec is stored.

[dir Specifies a directory where z-Tree put all files.
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The installation in Zurich has the following directory structure:

{::l zleaf

i aleafexne

C:l zhree

D commot treatments
-7 expdata

D priv

{7 ternp
-2 testtrazh

@ 2T ree experiment

E;) ztree test
""" Q zTres exe

“"ztree experiments" is the shortcut:
z-Tree /datadir expdata /leafdir ..\zleaf /privdir priv /tenpdir tenp
/gsfdir tenp

and "ztree test" is the shortcut:

z-Tree /dir testtrash /leafdir ..\zleaf

Experimenters have read and write permission in all directories. Subjects have read permission in the

zleaf directory.

We have placed z-Leaf in a different directory from the directory where z-Tree is located. The subjects
only have access to this directory and they have only read access to it. This prevents subjects from getting
access to your experimental data. To be able to automatically start the z-Leaves wherever z-Tree is

started, we set the leaf directory in the options of z-Tree.
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